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COEVOLUTION FRAMEWORK TO SUPPORT OBJECT-ORIENTED 
MODEL CHANGES USING COLOURED PETRI NET PATTERNS 

ABSTRACT 

An effective change management technique is essential to keep track of changes and 

to ensure that software projects are implemented in the most effective way. One of the 

crucial challenges in software change management is to maintain coevolution among 

software system artifacts. Object-Oriented (OO) software modelling is widely adopted 

in software analysis and design. OO diagrams are divided into different perspectives in 

modelling a problem domain. Preserving coevolution among these diagrams is very 

crucial so that they can be updated continuously to reflect software changes. Decades of 

research efforts have produced a wide spectrum of approaches in checking coevolution 

among OO diagrams. These approaches can be classified into direct, transformational, 

formal semantics, or knowledge representation approaches. Formal methods such as 

Coloured Petri Nets (CPNs) are widely used in detecting and handling coevolution 

between software artifacts. Although ample progress has been made, it still remains 

much work to be done in further improving the effectiveness and accuracy of the state-

of-the-art coevolution techniques in managing changes in OO diagrams using formal 

languages. In this research, a coevolution framework for supporting coevolution among 

OO diagrams is proposed to trace the diagrams’ inconsistencies and to determine the 

change impact incrementally after updating diagrams elements. A set of 84 coevolution 

patterns is proposed to detect and resolve UML diagrams’ coevolution, inconsistencies, 

change history, and change impact. Coevolution patterns are applied on UML class, 

object, activity, statechart, and sequence diagrams to cover the different perspectives of 

UML diagrams. The change impact and traceability analysis is performed with the help 

of templates. A total of 45 templates are proposed to define information about the types 

of change, change impact, diagrams dependency, and rules to maintain the diagrams’ 
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consistency. As part of the proposed framework, a new structure called Object Oriented 

Coloured Petri Nets (OOCPNs) for the mutual integration of UML and CPNs modelling 

languages is proposed to support coevolution between UML diagrams. The proposed 

structure combines the advantages offered by CPNs formal language and the structured 

capabilities offered by UML diagrams to solve the inconsistencies between UML 

diagrams by integrating a set of consistency and integrity rules in the transformation 

process of UML diagrams into CPNs model. As such, this research also provides 

transformation rules for the diagrams provided in UML 2.3. The proposed OOCPNs 

structure enhances the diagrams’ change support through building a consistent OOCPNs 

model at the design time, and then applying the changes on the OOCPNs models. This 

will provide OOCPNs model automatic coevolution and consistency check. 

Additionally, the modularity in the hierarchical structure of the proposed framework 

reduces interdependencies between the model components, and facilitates easy 

maintenance and updates without impacting the entire model. The researcher uses CPNs 

as a formal language of modelling case study models for the proposed framework and 

CPNs Tools as the software that creates, simulates, and validates the models. CPNs 

tools simulation and monitoring toolboxes are used to validate the proposed coevolution 

framework models and to monitor and collect data about the proposed framework 

quantitative results. 

keywords: Coevolution , Patterns , UML, Coloured Petri Net 
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RANGKA KERGA EVOLUSI-BERSAMA UNTUK MENYOKONG 
PERUBAHAN MODEL  BERORIENTTASIKAN-OBJECT DENGAN 

MENGGUNAKAN CORAK PETRI NET BEWARNA 
 

ABSTRAK 

Teknik pengurusan perubahan yang berkesan adalah penting untuk ikut laluan 

perubahan dan memastikan bahawa projek perisian dilaksanakan dengan cara yang 

paling berkesan. Salah satu cabaran yang penting dalam pengurusan perubahan perisian 

adalah untuk mengekalkan coevolusi antara artifak sistem. Pemodelan perisian 

berorientasikan objek (OO) diterima dan dipakai secara meluas dalam analisis dan reka 

bentuk perisian. Gambar rajah OO dibahagikan kepada beberapa perspektif yang 

berbeza dalam pemodelan domain masalah. Memelihara coevolusi antara gambar rajah 

tersebut adalah amat penting supaya ia boleh dikemaskini secara berterusan untuk 

mencerminkan perubahan perisian. Usaha penyelidikan yang berdekad telah 

menghasilkan pelbagai pendekatan dalam memeriksa coevolusi antara gambar rajah 

OO. Pendekatan tersebut boleh dikelaskan kepada pendekatan langsung, transformasi, 

semantik formal, atau perwakilan ilmu. Kaedah formal seperti Petri Nets Berwarna 

(CPN) digunakan secara meluas dalam mengesan dan pengendalian coevolusi antara 

artifak perisian. Walaupun kemajuan yang mencukupi telah diusahakan, masih kekal 

lagi banyak kerja yang perlu dilakukan dalam meningkatkan lagi keberkesanan dan 

ketepatan teknik coevolusi dalam menguruskan perubahan gambar rajah OO 

menggunakan bahasa formal. Dalam kajian ini, satu rangka kerja coevolusi untuk 

menyokong coevolusi antara gambar rajah OO adalah dicadangkan untuk mengesan 

ketidakselarasan gambar rajah dan untuk menentukan kesan perubahan secara 

berperingkat selepas pengemaskinian suatu rajah elemen. Satu set yang mengandungi 

84 corak coevolusi adalah dicadangkan untuk mengesan dan menyelesaikan masalah 

coevolusi gambar rajah UML dari segi ketidakselarasan dan kesan perubahan mengubah 

sejarah. Corak coevolusi digunakan pada gambar rajah UML termasuk kelas, objek, 
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aktiviti, statechart, dan turutan untuk menampung perspektif yang berbeza daripada 

gambar rajah UML. Kesan perubahan dan analisasi susur galur dilakukan dengan 

bantuan template. Sebanyak 45 template telah dicadangkan kepada menetapkan 

maklumat mengenai jenis-jenis perubahan yang disokong, kesan perubahan, 

kebergantungan antara gambar rajah, dan kaedah-kaedah untuk mengekalkan konsisten 

gambar rajah. Sebagai sebahagian daripada rangka kerja yang dicadangkan, struktur 

baru yang dikenali sebagai Petri Nets Berwarna Berorientasikan Objek (OOCPNs) 

untuk integrasi bersama bahasa pemodelan UML dan CPNs adalah dicadangkan untuk 

menyokong coevolusi antara gambar rajah UML. Struktur yang dicadangkan 

menggabungkan kelebihan yang ditawarkan oleh bahasa formal CPNs dan keupayaan 

berstruktur yang ditawarkan oleh gambar rajah UML untuk menyelesaikan 

percanggahan antara gambar rajah UML. Satu set yang mengandungi 78 peraturan 

konsisten dan integriti disepadukan dalam proses transformasi gambar rajah UML untuk 

menghasilkan model CPNs. Oleh itu, kajian ini juga menyediakan peraturan 

transformasi bagi gambar rajah UML 2.3. Struktur OOCPNs yang dicadangan 

meningkatkan sokongan perubahan gambar rajah melalui pembinaan model yang 

konsisten dipanggil model OOCPNs pada masa reka bentuk dan kemudian memakai 

perubahan tersebut pada model OOCPNs. Ini akan memberikan model OOCPNs 

mempunyai keupayaan coevolusi dan penyemakan konsistent secara automatik. Selain 

itu, kebermodulan dalam struktur hierarki rangka kerja yang dicadangkan 

mengurangkan kebergantungan antara komponen model dan memudahkan 

penyelenggaraan mudah dan kemas kini tanpa menjejaskan keseluruhan model tersebut. 

Pengkaji menggunakan CPNs sebagai bahasa rasmi model kajian kes untuk rangka 

kerja yang dicadangkan dan alat CPNs sebagai perisian yang mencipta, menyerupai, 

dan mengesahkan model. Alat simulasi CPNs dan peralatan pemantauan digunakan 

untuk mengesahkan model rangka kerja coevolusi yang dicadangkan, dan untuk 
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memantau dan mengumpul data mengenai keputusan kuantitatif rangka kerja yang 

dicadangkan. 

Kata Kunci: Corak Coevolusi, UML, Corak Petri Net 
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CHAPTER 1: INTRODUCTION 

Software change is continuous and unavoidable due to rapidly changing 

requirements across software systems. It is the result of adding new requirements of 

functionality, fixing faults, or change requests (Lehnert & Riebisch, 2013). Software 

change management describes a software system’s ability to easily accommodate future 

changes. It is a fundamental characteristic for making strategic decisions, increasing 

economic value of software, and managing changes in an orderly fashion (Breivold, 

Crnkovic, & Larsson, 2012). An effective change management will lead organisations 

to the path of success, and it is an essential activity in the software project life cycle to 

keep track of changes and to ensure that they are implemented in the most effective way 

(Saif, Razzaq, Rehman, Javed, & Ahmad, 2013). Software engineers continue to face 

challenges in designing adaptive and flexible software systems that can cope with 

dynamic change where requirements are constantly changing (Khalil & Dingel, 2013; 

Lehnert & Riebisch, 2013; Nurcan, 2008). Unmanaged change may lead to fault-prone 

software, thereby increasing the testing and maintenance costs (Jönsson, 2005). 

One of the crucial challenges in software change management is to preserve the 

coevolution and consistency among software system artefacts (Langhammer, 2013; Liu, 

2013; Puissant, Van Der Straeten, & Mens, 2013). Understanding the coevolution 

which represents the dependency between artefacts that frequently change together is 

important from the points of views of both practitioners and researchers (Jaafar, 2012). 

Coevolution involves both change impact analysis and change propagation between 

software artefacts or models, and hence, it is required to (Dubauskaite & Vasilecas, 

2013; Etien & Salinesi, 2005; Puczynski, 2012; Puissant, et al., 2013): 

• Check if the change in one of the artefacts ultimately affects the other artefacts 

and may cause some unexpected changes in them, 
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• Ensure that these changes are implemented in the most effective manner, and 

• Maintain the consistency between artefacts. 

For an efficient coevolution check, change impact analysis is an important step. A 

change impact analysis is the activity of analysing and determining the change effect, 

identifying the parts that require retesting, and maintaining the consistency among 

software artefacts (Abma, 2009; C.-Y. Chen, She, & Tang, 2007; Li, Sun, Leung, & 

Zhang, 2012; Redding, 2009). Identifying all components affected by the change is 

based on the traceability analysis which analyses the dependencies between and across 

software artefacts at all levels of the software process (Mohan, Xu, Cao, & Ramesh, 

2008). Detecting and resolving the coevolution between software artefacts can be done 

through various techniques. Some of these techniques are analysing release histories or 

versions, source code, and software architecture level analysis (Breivold, et al., 2012).  

There are different approaches proposed in the literature that use these techniques to 

manage changes in the software project life cycle including changes in software 

requirements, design models, and programming code. Many of these approaches are 

focused on the coevolution of software modelling, in particular, Object-Oriented (OO) 

software modelling, due to its wide adoption in software modelling and design. The use 

of OO diagrams in modelling a software system leads to a large number of 

interdependent diagrams. OO diagrams are divided into different categories or 

perspectives (e.g. structural, behavioural, and interaction as elaborated in (Barr and 

Pettis (2007), Sharaff (2013), and Rajabi and Lee (2014))); each category focuses on 

modelling a different perspective of a problem domain. One of the critical issues in 

providing a change management technique for OO diagrams is to preserve the 

coevolution among these diagrams so that they can be updated continuously to reflect 

software changes (Langhammer, 2013; Liu, 2013; Lucas, Molina, & Toval, 2009; 

Puissant, et al., 2013; Shinkawa, 2006). 
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Decades of research efforts have produced a wide spectrum of approaches and 

techniques in checking the coevolution and inconsistency among OO diagrams. These 

approaches can be classified into direct, transformational, formal semantics, or 

knowledge representation approaches (Sapna & Mohanty, 2007). Direct approaches use 

the constructs of OO and Object Constraints Language (OCL) (Briand, Labiche, & 

O'sullivan, 2003; Briand, Labiche, & Yue, 2009). Transformational approaches derive a 

common notation by transforming one model to another (García, Diaz, & Azanza, 2013; 

Protic, 2011). Formal approaches develop formal semantics for the OO diagrams 

(Shinkawa, 2006), while knowledge representation approaches use description logics as 

a representation language (Bolloju, Schneider, & Sugumaran, 2012). A hybrid approach 

is a combination between two or more different type of these approaches (Khalil & 

Dingel, 2013). 

According to Lucas et al. (2009), 75% of the approaches and techniques used for 

detecting and handling the coevolution and inconsistencies problems are formal. The 

most common formal methods used are state transitions methods such as Petri Nets 

(PNs). Although ample progress has been made, there still remains much work to be 

done in further improving the effectiveness and the accuracy of the state-of-the-art 

coevolution techniques in managing changes in OO diagrams using formal languages.  

In this research, a coevolution framework for supporting coevolution among OO 

diagrams is proposed to trace the diagrams’ inconsistencies and to determine the effect 

of change in these diagrams after each change operation. The proposed framework is 

used to check the consistency, impact, and traceability incrementally after creating, 

deleting, or modifying a diagram or diagram element. Additionally, a change history 

between two versions created from the same diagram is addressed in this research. 

Unified Modelling Language (UML) is the standard language for modelling OO 

software (Bennett, McRobb, & Farmer, 2010; OMG, 2004, 2010). The coevolution and 
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inconsistencies between UML diagrams will be detected and resolved based on a set of 

proposed coevolution patterns within the proposed coevolution framework. The concept 

of pattern was introduced by Christopher Alexander (1979). Alexander defined a pattern 

as: 

“a three-part rule, which expresses a relation between a certain context, a 

problem, and a solution” (1979, p. 247). 

Patterns characterize the methods or techniques that have been encountered in 

practice repeatedly (Nataliya Mulyar & van der Aalst, 2005). Design patterns in OO 

design capture frequently recurring sub-designs or groups of objects that collaborate to 

perform a certain task (Gamma , Helm, Johnson , & Vlissides, 1995; Gamma, Helm, 

Johnson, & Vlissides, 2001). 

The researcher studied the state of the art patterns mainly patterns proposed by 

(Alexander, 1979) and Gamma’s (Gamma , et al., 1995; Gamma, et al., 2001) and 

proposed a new set of patterns to support coevolution between UML diagrams including 

change impact and traceability analysis of changes on diagrams elements. The change 

impact and traceability analysis is performed with the help of templates for all types of 

change in UML diagram elements. These templates define information about the types 

of change supported for each diagram, information on change impact, dependency 

between diagrams, and rules to maintain the integrity and consistency between 

diagrams. 

The proposed patterns are the basis of initiation for all update operations, and are 

used to detect any elements affected by the change in systems modelled using UML 

diagrams. In the scope of this research, change impact and traceability analysis 

templates are defined for most of the diagrams’ elements provided in UML 2.3. 

Coevolution patterns are applied on class, object, activity, statechart, and sequence 
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diagrams. These diagrams cover the three perspectives of UML diagrams (i.e. 

structural, behavioural, and interaction). 

UML is a powerful means for describing the static and dynamic aspects of systems 

(Bennett, et al., 2010; Bruegge, 2010), but remains semi-formal and lacks techniques 

for model validation and verification (Bousse, 2012; Niepostyn, 2015). According to 

Lucas (2009), formal specifications and mathematical foundations such as Coloured 

Petri Nets (CPNs) are widely used in handling of inconsistency problems among models 

and to automatically validate and verify the model dynamic behaviour (Kurt Jensen & 

Kristensen, 2009; Kurt Jensen, Kristensen, & Wells, 2007; Lucas, et al., 2009). 

Due to the advantages offered by formal languages, the integration between UML 

and formal languages is recommended to solve the inconsistencies between UML 

diagrams (Lucas, et al., 2009). The advantages from the integration of UML and CPNs 

are better representation of a system’s complexity as well as ease in adapting, 

correcting, analysing, and reusing a model. Transformation rules are required to 

transform UML diagrams elements to CPNs. Approaches discussed in the literature on 

the transformation of UML diagrams to CPNs focus on the part of UML diagrams, in 

particular, the behavioural diagrams. Additionally, the consistency check is based on a 

set of rules applied on the Coloured Petri Nets (CPNs) model.  

In this research, as part of the proposed coevolution framework, a new structure for 

the mutual integration of UML and CPNs modelling languages is proposed to support 

the coevolution between UML diagrams. In the proposed structure, consistency and 

integrity rules are part of the transformation process and integrated in the transformed 

CPNs model. As such, this research also provides transformation rules for the diagrams 

provided in UML 2.3. The consistency rules include a set of rules to check and maintain 

the consistency and integrity based on the relations between UML diagrams. CPNs as a 

language of modelling are used to model case study models for the proposed 
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framework. Additionally, CPNs Tools are used as software to creates, simulates, and 

validates the proposed framework models which represent the proposed transformation 

rules, templates, and coevolution patterns. 

 

1.1 Problem Statement 

Software change is inevitable in software project lifecycle. When new changes are 

applied to software, they would be having some impacts and inconsistencies with other 

parts of the original software (Li, et al., 2012). Software engineering researchers have 

stated that change management is concerned with what changes have been made and the 

effect of changes (Tam, Greenberg, & Maurer, 2000). Nowadays, effective change 

management is essential for organisational development and survival in order to keep 

track of changes and to reduce risks and costs (Saif, et al., 2013; Sommervile, 2007; 

Sommerville, 2011). Change management has been recognized as “the most difficult, 

costly and labour-intensive activity in the software development life cycle” Li et al. 

(2012). 

One of the main issues in software change management is to detect and resolve the 

coevolution among software artefacts to determine the change impact and change 

propagation (Kchaou, Bouassida, & Ben-Abdallah, 2016; Langhammer, 2013; Liu, 

2013; Lucas, et al., 2009; Puissant, et al., 2013; Shinkawa, 2006). Detecting and 

resolving the coevolution among software models is of tremendous significance for the 

field of software design and development to assess the change consequences. Software 

models are highly dynamic and evolve from requirements through implementation 

(Ivkovic & Kontogiannis, 2004). It is important to investigate how to integrate software 

changes into software models (April & Abran, 2012; Mens et al., 2005b). A change 

management technique is required to support the criteria of flexibility, adaptability, and 

dynamic reaction to changes in software models.  
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OO modelling is widely used in software analysis and design. It describes a system 

by modelling different perspectives using its structural, behavioural, and interaction 

diagrams. One of the crucial issues in checking the coevolution among OO diagrams is 

to control the change and to keep these different views or perspectives consistent 

(Dubauskaite & Vasilecas, 2013; Puczynski, 2012; Puissant, et al., 2013). Spanoudakis 

& Zisman (2001) define consistency as  

“a state in which two or more overlapping elements of different software models 

make assertions about the aspects of the system they describe which are jointly 

satisfiable” 

UML is the de-facto standard for modelling OO software systems (Huzar, Kuzniarz, 

Reggio, & Sourrouille, 2005; Puczynski, 2012). UML 2.3 defines 13 different diagrams. 

Relations between these diagrams are complex, and may lead to inconsistent UML 

diagrams (Liu, 2013; Torre, Labiche, & Genero, 2014). Coevolution among different 

perspectives or views of UML diagrams means that the modification in one diagram 

should be reflected to other related diagrams to ensure the consistency of all diagrams. 

According to Lucas et al. (2009), the consistency problem in UML diagrams is 

linked to the multiple views of UML diagrams and the inconsistencies among these 

views or perspectives could be a source of numerous errors in the software developed 

which complicate diagrams management. If the effect of changes in UML diagrams is 

not addressed adequately among diagrams, it will result in further defects, decreased 

maintainability, and increased gaps between high-level design and implementation (N. 

Ibrahim, Ibrahim, Saringat, Mansor, & Herawan, 2013; Lehnert, 2011; Lehnert & 

Riebisch, 2013; Puczynski, 2012). Inconsistency problems could make the use of 

models as a source of automatic code generation impossible, such that the accuracy of 

generated code depends on UML models consistency (Simmonds & Bastarrica, 2005; 
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Usman, Nadeem, Kim, & Cho, 2008). As a summary of the main problems discussed in 

this section: 

• Software models are highly dynamic and evolve from requirements through 

implementation. In order to respond quickly to varying requirements, it is 

extremely important to provide a change management technique to keep track 

of changes and to realise flexible and consistent software models. 

• An OO modelling language describes a system by modelling different 

perspectives using its structural, behavioural, and interaction diagrams. The 

coevolution among these diagrams is high; therefore it is crucial to check the 

coevolution between the perspectives in these diagrams in order to control the 

change and keep these different views or perspectives consistent. 

• UML as a standard language for modelling OO software systems is a semi-

formal language and does not automatically support validation and 

verification of the coevolution between software models. 

Hence, it is our concern to address the coevolution and inconsistency problems 

discussed in this section. Therefore, it is the aim of this research to propose an efficient 

coevolution framework for supporting coevolution between UML diagrams. The 

proposed framework aims to keep track of changes in UML diagrams. This includes 

ensuring the consistency between UML diagrams, tracing the diagrams’ dependency, 

and determining the effect of the change in these diagrams after each change operation. 

 

1.2 Research Motivation 

Coping with software changes is one of the major issues in software analysis and 

design. Providing a change management technique to manage the coevolution among 

software models is one of the popular research areas in software analysis and design due 

to their numerous applications, and to ensure the models correctness in response to 
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changes on them (Williams & Carver, 2010). Solving the coevolution and inconsistency 

problems in software models especially UML diagrams is a highly active research in 

which a considerable research work has been done (Dubauskaite & Vasilecas, 2013; 

Puczynski, 2012; Puissant, et al., 2013). However, there are important gaps and 

limitations still open for research. 

Although the previous approaches in the state-of-the-art research provide solutions to 

handle software changes in UML diagrams, these approaches are concerned with some 

of the UML diagrams (i.e. the class, sequence, and statechart diagrams) and concentrate 

on checking the consistency by comparing two different versions from the same model. 

Additionally, there are limitations in managing the coevolution after adding, modifying, 

or deleting new models or diagrams or diagram elements. There is a need to handle the 

coevolution between UML diagrams perspectives and ensuring the consistency of all 

diagrams comprehensively using all UML structural, behavioural, and interaction 

diagrams including the diagrams relations.  

Therefore, this research proposes a coevolution framework to cover the limitations 

discussed about coevolution and consistency of UML diagrams. A formal modelling 

language based on CPNs is used to model and simulate the proposed framework. The 

rational of using CPN stems from the fact that it provides automatic validation and 

verification. Formal methods improve software development specification, verification 

and validation, and this is very important for UML diagrams consistency analysis. 

According to Wordsworth (1999), 

“a formal method of software development is a process for developing software that 

exploits the power of mathematical notation and mathematical proofs”. 
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1.3 Research Objectives 

The primary goal of this research is to enhance the representation capabilities of OO 

and CPNs modelling languages to support model changes in a rapidly changing 

environment. More specifically, this research aims to propose an efficient coevolution 

framework to trace dependency and to manage the coevolution between UML diagrams 

after each update operation, where UML diagrams are modelled from different 

perspectives using UML structural, behavioural, and interaction diagrams. In order to 

accomplish this primary goal, the following Research Objectives (RO) are outlined: 

 

RO1: To propose a new structure for the integration of UML and CPNs (Object 

Oriented Coloured Petri Nets (OOCPNs) including the transformation rules 

applied between UML diagrams’ elements and OOCPNs.  

RO2: To propose a set of change impact and traceability analysis templates for the 

types of change in UML 2.3 diagrams, including rules to maintain consistency 

and integrity. 

RO3: To propose a set of coevolution patterns to model and simulate the proposed 

diagrams changes. This includes the change impact and traceability analysis 

templates for updating UML diagrams. 

RO4: To propose a coevolution framework based on the proposed structure, templates, 

and patterns. 

RO5: To validate and verify the proposed framework, checking the correctness and 

performance analysis of the proposed coevolution framework. 

 

1.4 Research Scope 

This research focuses on proposing a new coevolution framework to manage the 

coevolution between software artefacts especially UML diagrams. This research 
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proposes, develops, and implements a coevolution framework for UML diagram 

changes. In this capacity, the research covers issues related to changes to the elements 

of the diagrams in general, and includes a set of coevolution patterns, change impact 

and traceability analysis templates, and UML to OOCPNs transformation rules. 

The idea of proposing a new structure for the integration between UML and 

OOCPNs is to integrate the proposed change impact, traceability analysis templates, 

and UML diagrams consistency rules into the transformation rules. 

The proposed set of templates and the transformation rules into OOCPNs are defined 

for UML diagrams supported in UML 2.3. The proposed OOCPNs structure and the 

proposed templates cover all the UML diagrams provided in UML 2.3. 

 

The proposed coevolution patterns are applied into the following UML diagrams 

(class, object, activity, statechart, and sequence diagrams). These diagrams cover the 

three perspectives of UML diagrams (structural, behavioural, and interaction). Several 

studies such as (Langer, Mayerhofer, Wimmer, & Kappel, 2014; Reggio, Leotta, Ricca, 

& Clerissi, 2013) mentioned that the class, activity, statechart, and sequence diagrams 

are the mostly used diagrams in UML analysis and design. Additional patterns for 

change control and management are also provided in the proposed framework. The 

relations between these patterns are identified and stated clearly. 

 

1.5 Research Questions 

In order to achieve the research objectives, the following Research Questions (RQ) 

are formulated to guide the research. 

RQ1: How to integrate between UML and CPNs in order to perform diagrams 

coevolution? 

RQ2:  How to formulate the diagram changes in a patterns and templates design?  
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RQ3: How to provide an efficient coevolution framework for the coevolution between 

UML models in order to improve their flexibility to dynamic changes in a rapidly 

changing environment? 

RQ4: How can the performance of the proposed coevolution framework are 

quantified? 

 

1.6 Organisation of the Thesis 

This chapter provides the context of the thesis along with the research motivation. In 

addition, research problem statement, research motivation, research objectives and 

questions, and research scope are identified and stated. The rest of the thesis is 

organized as follows: 

The second chapter presents a literature review for this research. This chapter is on 

the theory building part of the research. A literature review on various concepts about 

software modelling and change management concepts is presented. Then, the findings 

from the literature review are summarized and the research direction is presented. This 

chapter surveys previous literature studies relevant to the field of study. 

Chapter three is concerned with the proposed research methodology. The process of 

selecting the research idea, determining the research problem and objectives, 

formulating the research design, collecting and analysing the research data are 

discussed. 

Chapter Four is concerned with the proposed coevolution framework to support 

detecting and resolving the coevolution and inconsistencies among OO diagrams. The 

proposed framework components and features are presented including a discussion 

about the research design and research procedures adopted.  

Chapter Five is dedicated to provide the proposed structure for the transformation of 

UML diagrams into OOCPNs. This chapter discusses the proposed transformation rules 
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of UML diagrams’ elements into OOCPNs. Additionally, the integration of these rules 

with the proposed change impact and traceability analysis templates is identified. 

Chapter Six presents the proposed coevolution patterns to be applied to trace the 

dependency and to determine the effect of change between UML diagrams’ elements. In 

addition, patterns foundation, relations, and analysis are also identified. Additionally, 

the simulation methodology, scenarios, and results are discussed. 

Chapter Seven is dedicated to the framework analysis, discussion of results, and 

performance analysis. The proposed framework is evaluated and compared to other 

approaches considering a wide range of performance parameters and metrics. The 

purpose of this chapter is to discuss the research findings. 

Chapter Eight summarizes the thesis findings and highlights main contributions of 

this research. Finally, conclusions are drawn and suggested recommendations for some 

potential future research areas are highlighted. 
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CHAPTER 2: LITERATURE REVIEW 

In this chapter, the results of a review of the literature on various topics related to the 

proposed framework are provided. Approaches and studies related to software change 

management, coevolution, and software modelling languages especially UML and 

CPNs are discussed. A summary of the main findings is also provided. 

 

2.1 Software Change  

Software change is a strategy-driven organizational initiative to improve and 

redesign processes to achieve competitive advantage in performance (Stemberger, 

Kovacic, & Jaklic, 2007). There are many reasons for changes in software models, for 

example, change of enterprise goals, change of client needs, and technological 

innovations (Tripathi, Hinkelmann, & Feldkamp, 2008). Change, according to 

Koomsub (1999), includes effects associated with strategy, structure, system, style, 

staff, shared values (or subordinate goals), and skill. Change also occurs frequently 

when the specification at design time is incomplete or when exceptional situations occur 

during execution (Capra & Cazzola, 2007). The nature of the change could be 

corrective, evolutionary, or ad hoc (Nurcan, 2008; W. Van Der Aalst, 1999). Corrective 

changes are implemented to correct a design error or to react to an exception that 

happens during execution. Evolutionary changes are required due to the redesign or 

reconfiguration of models. Ad hoc changes are related to non predefined actions. 

Software change management is essential in Information Technology (IT) 

organizations and enterprises. Some approaches for managing the software change life 

cycle are provided in (Ghosh, Sharma, & Mohabay, 2011a, 2011b, 2011c) and Bhat and 

Deshmukh (2005). As a summary of these approaches, the main stages in software 

change management are: understanding the changed elements that are impacted, 

redesigning, and implementation. 
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An efficient mechanism for controlling and managing versions is required in a 

change management process. A version is “a changed state of a specific target or 

concept from an existing state or condition” (Kim, Kim, & Kim, 2007, p. 5). There are 

two types of versions: revision and variant (Kradolfer, 2000; X. Zhao & Liu, 2007). A 

revision is a version that is newly created by amending an existing version. A variant is 

a version that is created when two or more versions are derived from an existing version.  

 

2.2 Software Coevolution 

Understanding coevolution, which represents the dependency between artifacts that 

are frequently changed together, is important from the points of view of both 

practitioners and researchers (Jaafar, 2012). Coevolution is also considered a change 

propagation between diagrams at the same level of abstraction (Amar, Leblanc, 

Coulette, & Dhaussy, 2013). Maintaining coevolution and consistency between OO 

design elements could help practitioners to successfully perform their maintenance tasks 

(Hammad, Collard, & Maletic, 2010). Software changes are one of the main reasons for 

inconsistency problems in UML diagrams, where the change in one diagram element 

should be reflected in other diagrams. Spanoudakis & Zisman (2001) define consistency 

as: 

“a state in which two or more overlapping elements of different software models 

make assertions about the aspects of the system they describe which are jointly 

satisfiable”(p.3). 

Consistency is usually linked to the existence of multiple models or views that are 

involved in the development process (Engels, Küster, Heckel, & Groenewegen, 2001; 

Lucas, et al., 2009), and the set of activities for detecting and handling consistency 

problems is called inconsistency management (Lucas, et al., 2009). 
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Change impact analysis and traceability analysis are very important in solving the 

coevolution and inconsistency problems between UML diagrams. Software change 

impact is defined in (Bohner, 1996, 2002) as: 

“The determination of potential effects to a subject system resulting from a 

proposed software change” (p.265). 

Change impact analysis identifies the scope of modifications that need to be 

implemented in response to a change (Jönsson, 2005). Traceability analysis is 

performed to analyse the dependencies between and across software artefacts at all 

levels of the software process (H. O. Ali, Rozan, & Sharif, 2012; S. Ibrahim, Idris, 

Munro, & Deraman, 2005). Dependency analysis and traceability analysis are the two 

primary methodologies for performing impact analysis (Kagdi, Gethers, & Poshyvanyk, 

2012). The main difference between them is the level of abstraction. Dependency 

analysis analyses software artefacts at the same level of abstraction (e.g., source code to 

source code or design to design) and traceability analysis analyses software artefacts 

across different levels of abstraction (e.g., source code to UML) (Lam, Shankararaman, 

Jones, Hewitt, & Britton, 1998; Mohan, et al., 2008). 

Traceability and consistency types are discussed in De Lucia, Fasano, and Oliveto 

(2008), Mens, Van Der Straeten, and Simmonds (2005a), and Usman, Nadeem, Kim, 

and Cho (2008). In summary, vertical traceability refers to the ability to trace dependent 

artefacts within a model, while horizontal traceability refers to the ability to trace 

artefacts between different models within the same version. Evolutionary traceability 

indicates the consistency between different versions of the same model. Meanwhile, 

semantic and syntactic consistency is based on the semantic meanings and 

specifications defined by the UML metamodel.  

Change impact and traceability analysis approaches can be code-based or model-

based (C.-Y. Chen & Chen, 2009; C.-Y. Chen, et al., 2007; Mahmood & Mahmood, 
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2015). Code-based impact analysis techniques require the implementation details of a 

change request or a precise change implementation plan prior to determining change 

impacts (C.-Y. Chen, et al., 2007). The approaches in Kung et al. (1994) and Weiser 

(1984) are code-based impact analysis techniques. Model-based impact analysis 

techniques identify and determine change impacts without using program code, and 

make proper decisions before considering any change implementation details (C.-Y. 

Chen, et al., 2007; Mohan, et al., 2008; Podgurski & Clarke, 1990). Model-based 

techniques identify change impacts by tracking the dependencies of software objects 

and classes within abstract models of the software design (C.-Y. Chen, et al., 2007). 

Control and data flow dependencies are the basic types of program dependencies 

(Podgurski & Clarke, 1990). 

 

According to Lehnert (2011), assessment of model changes on a more abstract level 

than source code can enable impact analysis in earlier stages of development, which has 

become more important in recent years. Some approaches combine model-based and 

code-based change impact analyses. Examples of these approaches are presented in 

Murphy, Notkin, and Sullivan (1995) and Murphy, Notkin, and Sullivan (2001). Some 

studies on consistency management of UML diagrams and change impact analysis 

techniques are provided in Amar, Leblanc, Coulette, and Dhaussy (2013), Egyed (2006, 

2011), Khalil and Dingel (2013), Li et al. (2012) , Lucas, Molina, and Toval (2009), and 

Stephan and Cordy (2013). Some approaches for the code-based and model-based 

change impact and traceability analyses are summarized in Table  2.1 and Table  2.2 

respectively. 
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Table  2.1: Summary of Model-based Impact Analysis Techniques 

Approach Approach Description 

C.-Y. Chen et al. (2007) An approach for performing change impact analysis is 
presented to describe changeable items (objects, 
attributes, and linkages) and their relations and for 
tracking the dependencies of software objects and 
classes within abstract models of the software design. 

Mohan et al. (2008)  

Park et al.(2009)  

A process slicing approach to find change impacts in 
processes and activities is discussed. The process 
slicing approach is designed to formally operate on the 
software process by considering multiple perspectives 
such as behavioural, informational, and organizational 
perspectives. The traceability check is based on 
software artefact relationships.  

De Lucia et al. (2008) The work analyses the role of traceability relations in 
impact analysis. Additionally, it analyses the impact 
based on the relations between different artefacts. 

(Ekanayake & 
Kodituwakku, 2015) 

UML class and sequence diagrams are translated into 
XML Metadata Interchange format and then an 
algorithm is applied to check the consistency among 
these two diagrams. 

Reder and Egyed (2012). The purpose of this research is to improve the 
performance of the incremental consistency check. It 
focuses on the parts that are affected by model change, 
not on how to validate design rules. 

Ali et al. (2006) This approach ensures the validity of the conceptual 
model (class diagram) at the design stage by using 
Object Constraints Language (OCL). 

Ibrahim et al. (2013) This work uses use-case-driven-based rules to ensure 
consistency of UML model using a logical approach. 

Egyed (2006, 2011), 
Elaasar and Briand 
(2004), and Millan, 
Sabatier, Le Thi, Bazex, 
Reder and Egyed (2013), 
Percebois (2009) 

These works aim to ensure consistency between UML 
diagrams by using OCL. 

Shinkawa (2006) This approach involves a consistency check between 
use case, activity, sequence and statechart diagram 
using CPNs. 

Gongzheng and 
Guangquan (2010) 

This approach checks the consistency between state 
chart and sequence diagrams in UML 2.0. XYZ/E 
formal language (Tang, 2002), which is based on 
temporal logic (Pnueli, 1977), is used in the 
consistency check. 

Isaac and Navon (2013) Graph-based algorithms are used to identify which 
elements are affected by a change. 
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Approach Approach Description 

Puissant et al. (2013) An artificial intelligence technique using both 
generated models and reverse-engineered models of 
varying sizes is employed to resolve the 
inconsistencies in UML models. 

 

 

Table  2.2: Summary of Some Code-based Change Impact Analysis Techniques 

Approach Approach Description 

Weiser (1984)  A process slicing approach is used to find the change 
impact in processes and activities. 

J. Zhao (2002)  

(Bishop, 2004)  

A program slicing technique is used to determine the 
change impact. 

Xing and Stroulia (2005) This work analyses the design evolution of OO 
software from the logical view using Java 
programming. This research focuses on detecting 
evolutionary phases of classes. 

Gethers et al. (2012) This work performs impact analysis from a given 
change request to source code. 

Costanza (2001), 
Malabarba et al.(2000), 
Vandewoude and Berbers 
(2002) 

Theses approaches uses runtime updates based on Java 
programming. 

Huang and Song (2007) Java programming is used to perform dependency 
analysis between OO entities. 

Kagdi, Gethers, and 
Poshyvanyk (2012) 

Both conceptual and evolutionary techniques are used 
to support change impact analysis in source code. 

X. Sun, Li, Tao, Wen, and 
Zhang (2010) 

This work analyses the impact mechanisms of 
different change types in Java programming. 

Torchiano and Ricca 
(2010) 

Source code comments and change logs in the 
software repository are used to analyse change 
impacts. 

Kung et al. (1994) 
Zalewski and Schupp 
(2006) 

This work concerned with code changes in OO 
libraries 

 

In the following subsections (sections  2.2.1 to  2.2.4), some approaches from the 

literature on UML diagram coevolution, the inconsistency problem, and change impact 

and traceability analysis are reviewed and discussed. These approaches are classified into 
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direct, transformational, formal semantics, or knowledge representation approaches. 

Hybrid approaches combine two or more of the above approaches (Khalil & Dingel, 

2013). In Section  2.2.5, the diagramming tools that support coevolution and consistency 

management are reviewed. Some comments and discussions about these approaches are 

provided in each section. 

 

2.2.1 Direct Approaches 

Object Constraints Language (OCL) is used in many approaches to ensure 

consistency between UML diagrams as shown in Table  2.1 and Table  2.2. OCL is 

considered to be a direct approach for checking consistency such as it is integrated in 

some modelling tools (D. Chiorean, Paşca, Cârcu, Botiza, & Moldovan, 2004; D. I. 

Chiorean, Petrascu, & Petrascu, 2008; Sapna & Mohanty, 2007). Some approaches that 

use OCL to ensure consistency between UML diagrams are proposed in Egyed (2006, 

2011), Ali et al. (2006), Elaasar and Briand (2004), Vasilecas, Dubauskaitė, and Rupnik 

(2011), and Millan, Sabatier, Le Thi, Bazex, and Percebois (2009). However, 

Standard OCL does not allow making changes to the model elements to resolve them 

(Khalil & Dingel, 2013). Furthermore, CPNs can be used for checking and verifying the 

UML model associated with OCL to check whether it meets the user requirement or not 

(Sharaff, 2013).  

In Briand et al. (2003) and Briand et al. (2009), an automatic change impact analysis 

technique is developed to detect the changes between two different versions of a UML 

model automatically. The UML model is composed of class, sequence, and statechart 

diagrams. In addition, consistency rules, which are formalized using OCL, are proposed. 

Horizontal and vertical traceability analyses are supported in this approach. This 

approach is concerned with keeping the software models in a consistent state and 

synchronized with the underlying source code (Lehnert, 2011). The following 
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approaches summarized the set of consistency rules between UML diagrams from the 

literature (Briand, et al., 2003; Briand, et al., 2009; DAMIANO, LABICHE, & 

GENERO, 2015; Torre, 2015) . 

In Egyed (2006, 2007a, 2007b, 2011), the change impact scope is determined based 

on a set of proposed consistency rules for UML class, sequence, and state diagrams. 

UML/Analyser and Model/Analyser tools (Egyed, 2007b) are developed to automate and 

evaluate the approach. A novel approach for improving the performance of incremental 

consistency checking was proposed in Reder and Egyed (2012). The basic idea of this 

approach is to focus on the parts that are affected by model changes and not to validate 

design rules in their entirety. 

The purpose of the research in Ali, Boufares, and Abdellatif (2006) is to emphasize 

the importance of the global coherence of constraints in order to ensure the validity of 

the conceptual model (class diagram) at the design stage. The authors classify the 

integrity constraints that can be held in UML class diagrams from the conceptual 

perspective. Some of these constraints are OCL constraints, intra-association constraints, 

and interclass constraints (generalization, composition, and functional dependency 

constraints). 

 

2.2.2 Transformational Approaches 

The coevolution of OO software design and implementation approach is proposed in 

D’Hondt, De Volder, Mens, and Wuyts (2002) and Wuyts (2001). Logic 

metaprogramming is proposed as a way to affect a bidirectional link between software 

design and implementation. The automated coevolution of models using traceability 

analysis based on model transformation to code is proposed in Amar et al. (2013).  
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A coevolution approach between a component-based architecture model and OO 

source code is proposed in Langhammer (2013). The coevolution in this approach is 

based on bidirectional mapping rules between architecture model and source code. 

García, Diaz, and Azanza (2013), Cicchetti, Di Ruscio, Eramo, and Pierantoni (2008), 

Wachsmuth (2007), and Hößler, Soden, and Eichler (2005) discuss the coevolution 

between metamodels and models based on model transformation to metamodels. In these 

approaches, new updates are stored in a new version from the metamodel. According to 

Protic (2011), model coevolution describes the problem of adapting models when their 

metamodels evolve. 

Tracing model changes through a model synchronization approach is proposed in 

Ivkovic et al. (2004) to achieve traceability consistency. In this approach, models are 

transformed to use a graph metamodel. The transformed metamodel is then used to code 

model dependencies while equivalence relations are used to evaluate model 

synchronization. A change in a model is viewed as a combination of graph changes. A 

graph transformation approach is defined in Fryz and Kotulski (2007) to check the 

consistency between use case and class diagrams. 

In Mens et al. (2005a), horizontal and evolutionary consistency rules between the 

UML class, sequence, and statechart diagrams are classified. In addition, the authors 

describe an extension to the UML metamodel to support the UML diagrams’ versions. 

The authors discuss the importance of traceability analysis and change propagation in 

UML diagrams but they provide no support for this (Herzig, Qamar, Reichwein, & 

Paredis, 2011; Mäder, Gotel, & Philippow, 2009). 

A tool for synchronous refactoring of UML activity diagrams using model-to-model 

transformations is presented in (Einarsson & Neukirchen, 2012). Refactoring is applied 

to improve the internal structure of source code (Fowler, 1999). 
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An evolution process at the requirement level based on the concept of gap analysis is 

proposed in Etien, Rolland, and Salinesi (2004) and Salinesi, Etien, and Wäyrynen 

(2004). The proposed evolution process is applied in the context of organizational 

change. A metamodel and a generic typology of operators are used to express different 

kinds of evolution.  

The approaches in Costanza (2001) and Malabarba, Pandey, Gragg, Barr, and Barnes 

(2000) are examples of runtime updates based on Java programming, where (Malabarba, 

et al., 2000) focus specifically on dynamic Java. The authors extend the default Java 

class loader in such a way that class definitions can be replaced and objects or dependent 

classes can be updated. The replacement is initiated by the user through explicit calls to 

the class loader in the application program. In Costanza (2001), interface changes are 

allowed and do not require the application to be developed with evolution in mind based 

on dynamic delegation with Lava (a variation of Java). However, according to 

Spanoudakis and Zisman (2001), one drawback of this approach is the state space 

explosion problem.  

Also according to (Puissant, 2012), the graph transformation technique is limited to 

check the structural inconsistencies only because it detects and resolves the 

inconsistencies which can be expressed as a graph structure only. Other approaches in 

consistency and coevolution based on transformational models are presented in other 

studies (Dang & Gogolla, 2016; Demuth, Riedl-Ehrenleitner, Lopez-Herrejon, & Egyed, 

2016; Khan & Porres, 2015; Kusel et al., 2015). 

 

2.2.3 Formal Semantics Approaches 

In this subsection, some approaches that develop formal semantics in order to ensure 

the consistency and correctness of UML diagrams are discussed. Additionally, this 
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research contains a complete study on formal approaches that use CPNs to check the 

consistency and correctness of UML diagrams which is discussed in Section  2.4. 

A comprehensive survey of UML diagrams’ change impact analysis techniques is 

discussed in Lucas, Molina, and Toval (2009). One of the findings of their survey is that 

formal languages are highly used to support detecting and determining the consistency 

and change impact between software models.  

A CPNs approach to check the consistency of sequence diagrams with the system 

requirements is presented in (Ouardani, Esteban, Paludetto, & Pascal, 2006). In this 

approach, a technique for sequence diagram to Petri Nets (PNs) transformation is 

presented for the purpose of requirements validation and verification.  

Shinkawa’s (2006) approach requires a transformation from UML diagrams to other 

notations (CPNs) before checking the consistency. A framework for the verification of 

UML behavioural diagrams using PNs is proposed in Guerra and de Lara (2003) in 

which UML statecharts, activity, and collaboration diagrams are transformed to PNs for 

verification. 

In Gongzheng and Guangquan (2010), XYZ/E formal language (Tang, 2002) which 

is based on temporal logic (Pnueli, 1977), is used to check the consistency between 

statechart and sequence diagrams in UML 2.0. A formal approach using graph 

grammars to check the consistency of UML class and sequence diagrams is proposed in 

(Tsiolakis & Ehrig, 2000). 

According to N.C. Russell (2007), although more widely used as a systems modelling 

technique, UML is also suitable for business process modelling where it can capture the 

dynamic aspects of process modelling such as use case, activity, sequence, and statechart 

diagrams. However, UML has no formal basis to describe how these models can be 

integrated in order to provide a comprehensive view of a business process. 
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Formal languages such as Object-Z and CSP (Rasch & Wehrheim, 2003), have been 

used to check the consistency between UML class and statechart diagrams. B formal 

method is focused on refinement to code in checking the consistency between UML 

diagrams Osami, et al. (2005), where refinement means “describing the new definitions 

of some parts of the specification’s elements according to the required changes” 

(Ossami, et al., 2005). 

Formal approaches are widely used in describing the behaviour of UML diagrams 

using the executional model’s capability provided in CPNs. 

 

2.2.4 Knowledge Representation Approaches. 

Knowledge-based approaches for OO diagram consistency checking are discussed in 

Calì, Calvanese, De Giacomo, and Lenzerini (2002), Baader (2003), and Bolloju et al. 

(2012). A knowledge-based system methodology to verify the consistency of a given 

object model against a set of use cases (defined as a natural language narrative) is 

proposed in (Bolloju, et al., 2012). In this methodology, missing and invalid diagram 

elements are identified to help the analyst create object models that are consistent with 

the requirements identified in the use case narratives. The use of use-case-driven-based 

rules for ensuring consistency in the UML model approach is proposed in Ibrahim et al. 

(2013). In Van Der Straeten, Mens, Simmonds, and Jonckers (2003), the UML 

metamodel and user-defined models are transformed into descriptive logic to check for 

consistency. 

 

2.2.5 UML Diagramming Tools Support 

A case study was undertaken by Amba (2009) to evaluate four management tools 

(IBM Rational RequisitePro, Borland CaliberRM, TopTeam Analyst, and Telelogic 

DOORS) in supporting change impact and traceability analysis. This study indicates all 
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these tools have poor impact analysis features. This shows that impact analysis in these 

management tools is very limited and thus more effective methods are needed. 

Some UML diagramming tools, such as the Visual Paradigm tool, detect the impact 

analysis based on the physical connection between the elements of UML diagrams. The 

Visual Paradigm tool analyses the connection between the diagrams’ elements based on 

the user selection for the dependency between the diagrams. The ArgoUML tool detects 

incremental consistency checks in UML diagrams, but it requires annotated consistency 

rules (Egyed, 2006). According to Tam et al. (2000), the Rational Rose diagramming 

tool provides change management by transforming a diagram into a hierarchical text 

description and highlighting the changed items within the transformed text. 

A set of rules to check consistency between UML diagrams is identified in (Liu, 

2013). These rules are helpful for developers who need to check the consistency between 

class, activity, statechart, sequence, and communication diagrams. The author discusses 

methods of applying these consistency rules. These methods are: manual, compulsory 

restriction, automatic maintenance, and dynamic check. 

As a summary for the coevolution appraches discussed in this section, the direct 

approaches use the constructs of OO and Object Constraints Language OCL, 

transformational approaches derive a common notation by transforming one model to 

another. Formal approaches develop formal semantics for the OO diagrams, while 

knowledge representation approaches use description logics as a representation 

language. A hybrid approach is a combination between two or more different type of 

these approaches (Khalil & Dingel, 2013). 
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2.3 Patterns 

A pattern “describes a problem which occurs over and over again in our 

environment, and then describes the core of a solution to that problem, in such a way 

that you can use this solution a million times over, without ever doing it the same way 

twice” Alexander et al. (1977, p. 256). According to NA Mulyar (2009, p. 1), Nataliya 

Mulyar and van der Aalst (2005), and Weber, Rinderle, and Reichert (2007), 

“Pattern languages are based on experience; they express sound solutions for 

problems frequently recurring in a certain domain in a pattern format”. 

A pattern language helps developers to build efficient models by avoiding the 

reinvention of already existing solutions to problems. Software models and patterns can 

be integrated together in software development because patterns can be used as 

templates for software development models (Côté & Heisel, 2009). Additionally, 

patterns enhance the software structure by decoupling different components and this 

makes the evolution tasks easier. In OO, design patterns make it easier to reuse 

successful designs and architectures (Gamma , Helm, Johnson, and Vlissides (1995), 

Gamma, Helm, Johnson, and Vlissides (2001), and Meijers (1996)). The following is a 

definition of a pattern proposed by Alexander (1979):  

Pattern name: The identifier of a pattern which captures the main idea of what the 

pattern does; 

Also known as: An alternative name for the pattern name; 

Intent: describes in several sentences the main goal of a pattern, i.e. the problem for 

which it offers a solution; 

Motivation: Describes the actual context of the problem addressed and why the 

underlined problem needs to be solved.  

Problem description: Presents the problem addressed by the pattern; 

Solution: Describes possible solutions to the problem; 
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Implementation of solution: Illustrates how to implement the described solution; 

Applicability: The typical situations in which the pattern can be applied; 

Consequences: Outlines the possible advantages/disadvantages of using the pattern; 

in cases where the pattern supplies several solutions, this section elaborates on the 

differences between them; 

Examples: Lists several examples demonstrating the use of the pattern in practice;  

Related patterns: Specifies relations between the pattern and other patterns. 

 

Gamma, et al (Gamma , et al., 1995) and Gamma, et al (Gamma, et al., 2001) modify 

the pattern definition proposed by (Alexander, 1997) for use in OO software design. The 

modified pattern is as follows:  

Intent: What does the design pattern do? What is its rationale and intent? What 

particular design issue or problem does it address? 

Motivation: A scenario that illustrates a design problem and how the class and 

object structures in the pattern solve the problem. The scenario will help you 

understand the more abstract description of the pattern that follows. 

Applicability: What are the situations in which the pattern can be applied? What are 

examples of poor designs that the pattern can address? How can you recognize these 

situations? 

Participants: The classes and/or objects participating in the design and their 

responsibilities. 

Collaborations: How the participants collaborate to carry out their responsibilities. 

Diagram: A graphical representation of the pattern using a notation based on the 

object modelling techniques. 
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Consequences: How does the pattern support its objective? What are the trade-offs 

and results of using the pattern? What aspect of system structure does it let you vary 

independently? 

Implementation: What pitfalls, hints, or techniques should you be aware of when 

implementing the pattern? Are these language-specific issues? 

Example: Examples of the pattern found in real systems. 

See Also: What design patterns are closely related to this one? What are the 

important differences? With which other patterns should this one be used? 

 

Patterns are used in many workflow software systems to manage and execute 

operational processes involving people, applications, and/or information sources on the 

basis of process models. These activities-based patterns are divided into general patterns, 

workflow control flow patterns, service interaction patterns, and process flexibility 

patterns (NA Mulyar (2009), Nataliya Mulyar and van der Aalst (2005), and (Weber, 

Sadiq, and Reichert (2009)). Some of these patterns are modelled and simulated using 

CPNs as in Nataliya Mulyar and van der Aalst (2005). Pattern language verification in 

the model-driven design approach is introduced in (Zamani & Butler, 2013). A pattern 

language for evolution reuse in component-based software architectures approach is 

proposed in (Abbasi, 2015). 

As reviewed in this section, patterns are used in two main areas of software 

modelling: as design patterns and in the workflow software management system. 

 

2.4 Integration of UML and CPNs 

In this section, the benefits derived from the integration of UML and CPNs in 

supporting software model coevolution and consistency checks are discussed. In 

addition, the integration techniques and approaches are provided. 
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The use of UML diagrams as OO diagramming techniques has become extremely 

popular because it offers powerful structuring facilities that place an emphasis on 

encapsulation and promote software reuse; however, this approach remains semi-formal 

and still lacks tools for automatic validation (Bousse, 2012). CPNs modelling language 

is used for the formal specification. CPNs have a natural graphical representation, 

which aids in the understanding of formal specifications and a range of automated and 

semi-automated analysis techniques. However, the weakness of CPNs formalisms is 

their inadequate support for compositionality, which means there is a need to provide 

structuring facilities, encapsulation and inheritance (Charles Lakos, 2001). 

The integration of OO and CPNs formalisms is crucial in enabling software 

engineers and organizations to reap the complementary benefits of these two paradigms. 

The main advantages that can be gained from the integration of OO and CPNs 

modelling languages are the effective combination of the best characteristics of CPNs 

and OO design methods and better representation of system complexity as well as ease 

in adapting, correcting, analysing, and reusing a model (Chukwuogo, 2007; Kurt Jensen 

& Kristensen, 2009; Kurt Jensen, et al., 2007; Lewis, 1996; Mikolajczak & Sefranek, 

2003). According to Bastide (1995), the three directions for integrating the PNs and OO 

concepts are:  

a. Integration of OO concepts into PNs: PNs control the overall dynamic 

behaviour of a system, while ‘tokens’ represent objects that model the 

system’s static properties, as shown in Figure  2.1. The LOOP (Charles  Lakos 

& Keen, 1994; Charles  Lakos, Keen, & Hobart, 1991), Macronet (Keller, 

Shen, & Bochmann, 1994), and SimCon (Verkoulen, 1994) are examples of 

the integration of OO concepts into PNs. 
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Figure  2.1: Integration of OO Concepts into PNs Bastide (1995, p. 1) 

b. Integration of PNs into OO techniques: Here, a system is structured with 

OO techniques. First, the relevant objects of the discourse world and their 

mutual relationships are identified. Then, the description of the object 

behaviour and the communication between objects is specified with the help 

of PNs (Zapf & Heinzl, 1999), as shown in Figure  2.2. The OOBM (Hanish & 

Dillon, 1997) is an example of the integration of PNs into OO techniques. 

 
Figure  2.2: Integration of PNs into OO Techniques (Bastide (1995, p. 2)) 

c. Mutual integration of OO techniques and PNs: This approach is perceived 

as a further development in embedding PN models into objects. Here, objects 

are initially used to determine the structure of a system. Subsequently, the 

behaviour of the objects is modelled with the help of nets (Zapf & Heinzl, 

1999), as shown in Figure  2.3. The OOPNL (Esser, 1997) and COOPN/2 
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(Biberstein, Buchs, & Guelfi, 1996) are examples of the mutual integration of 

OO techniques and PNs. 

 

 

Figure  2.3: Mutual integration of OO Techniques and PNs (Zapf and Heinzl (1999, p. 

10)) 

According to Tadj and Laroussi (2005), the representation of objects in CPNs is as 

follows: object classes and states classes are represented by places; object instances are 

represented by tokens; and the object value state is represented by function. Object 

Oriented Petri Net (OOPN) modelling is a collection of elements comprising constants, 

variables, net elements (places and transitions), class elements (object nets, method nets, 

synchronous ports, and message selectors), classes, object identifiers, and method net 

instance identifiers. 

An OOPN has an initial class and initial object identifier as well. The so-called 

universe of an OOPN contains (nested) tuples of constants, classes, and object 

identifiers (Krena & Vojnar, 2001). An OOPN is applied in different domains (Zapf & 

Heinzl, 1999), for example, in technical computer science (in modelling and simulation 

of distributed and concurrent systems, modelling of network protocols, real-time and 

embedded systems), in software engineering (in modelling of graphical user interfaces, 

design of database applications, and prototyping of OO design models), and in 

information systems (in enterprise modelling, office information systems, workflow 
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systems and automation techniques). A framework to transform UML statecharts and 

collaboration diagrams into CPNs is proposed in Hu and Shatz (2004) to provide a 

dynamic model analysis. In this approach, statechart diagrams are converted into CPNs, 

and collaboration diagrams are used to connect the statecharts into a single CPN model. 

Object PN Models (OPMs) (Saldhana & Shatz, 2000) are used to generate a Petri Net 

(PN) model from a UML object diagram. In this approach, object classes and state 

classes are represented using CPN places, while object instances are represented by 

CPN tokens. The generation of object CPNs from UML statechart diagrams is proposed 

in Bokhari and Poehlman (2006). An abstract node approach is used to transform an OO 

model into a hierarchical CPN model (Bauskar & Mikolajczak, 2006). Using this 

approach, class and sequence diagrams can be transformed to CPNs. 

The transformation of UML 2.0 sequence diagrams into CPNs is presented in 

Fernandes et al. (2007) and (Khadka, 2007). The aim of the approach presented by Shin 

et al (Shin, Levis, & Wagenhals, 2003; Shin, Levis, Wagenhals, & Kim, 2005) is to 

model the transformation of the UML use case, class, and collaboration diagrams to CPN 

models. The integration of OO design with CPNs is developed by Motameni et al. 

(2008) for analysis purposes. In their work, the CPN model is used to verify the UML 

diagrams before implementation. The metamodelling and formalism transformation 

framework proposed by (Guerra & de Lara, 2003) is a general framework for the 

analysis of software systems using model-checking. This framework transforms the 

UML model into PNs for further analysis. The UML model is composed of classes, 

statecharts, and sequence diagrams. 

A hierarchical OOPN integrates hierarchical PN with OO concepts to support OO 

features including abstraction, encapsulation, modularization, message passing, 

inheritance, and polymorphism (Hong & Bae, 2001; Xiaoning, Zhuo, & Guisheng, 

2008). A metalevel and highly automated technique based on a graph transformation 
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approach is presented in Zhao et al. (2004). This approach formally transforms UML 

statecharts and behavioural diagrams into PNs for verification. 

A methodology to derive CPNs from UML object, sequence, statechart, and 

collaboration diagrams is proposed in Bouabana-Tebibel and Belmesk (2004, 2005). 

Some of the PN modelling languages adapt the OO concepts in PN and are called 

OOPN, as in Niu, Zou, and Ren (2003). The main concepts upon which these approaches 

are based are as follows: the OOPN is a set of class nets; a class is specified by a set of 

object nets, method nets, synchronous ports, negative predicates, and message selectors; 

object nets and method nets can be inherited; and a token represents an object or instance 

of class. Synchronous ports are special transitions which cannot fire alone; they are only 

dynamically fused to some regular transitions. 

The approach to integrate OO design with CPNs was developed by Bauskar and 

Mikolajczak (2006) and Motameni et al. (2008) to check the correctness of the designed 

system. The approach integrates OO techniques at the design level and uses CPNs at the 

verification and validation level. The approach includes a technique to transform an OO 

design into a hierarchical CPNs model by using the abstract node approach (Bauskar & 

Mikolajczak, 2006). 

The Object Oriented Petri Nets with Modularity (OOMPNets) model (Wang & Wang, 

2007) is an advanced CPNs model that introduces CPNs into OO techniques. In this 

approach, the analysis techniques based on CPNs can be applied to reduce the effects of 

specification errors. The OOMPNets model supports gradual progress in modelling 

software requirements with formal representation of the actor, data views, control flow, 

and data flow. The incomplete specifications are encapsulated in nodes with hierarchical 

presentation to support forward and backward traces. The flexibility to present 

incomplete specifications in a formal format can allow the analysis of these 

specifications by those techniques used in CPNs. More approaches for transforming 
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UML structural, behavioural, and interaction overview diagrams are provided in Campos 

and Merseguer (2006), Jørgensen (2003), Liles (2008), Merseguer and Campos (2003) , 

and Miller (2003). 

A comparative study of software tools that support the transformation of UML static 

and dynamic diagrams to PNs/CPNs models is presented in Rajabi and Lee (2009b). 

Some of these tools are ArgoSPE (Gómez-Martínez & Merseguer, 2006) and WebSPN 

(WebSPN-Research-Group, 2009). A summary of this comparative study is provided in 

Table  2.3.  
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Table  2.3: Representation Capabilities of Some Related Works in Transforming UML Diagrams to PNs and CPNs 

                       Diagrams supported 
 Approach Structural Diagrams Behavioural 

Diagrams Interaction Diagrams 

CD OD PD CSD CoD DD UCD AD SCD SD CommD IOD TD 
ArgoSPE (Gómez-Martínez & Merseguer, 
2006) 

√     √  √ √     

Calderon Prototype (Calderon, 2005) √      √    √   
Chen (2000) √      √ √      
Baresi (2002)  √        √  √   
Hu and Shatz (2004)         √  √   
Barros and Gomes (2004) Wang (2007), 
Watanabe et al. (1998), Shengyuan and 
Yuan (2007), and He (2000) 

 

√             

Bokhari and Poehlman (2006)         √     
van der Aalst (2002)         √ √ √    
Guerra and de Lara (2003) and (Yao & 
Shatz, 2006) 

√        √ √    

Abstract Node (2006) √         √    
Lassen (2007)          √    
Shin et al. (2003), Barros and Jorgensen 
(2005) 

√      √    √   

Elkoutbi (2000) 
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                             Diagram supported 
 Approach Structural Diagrams Behavioural 

Diagrams Interaction Diagrams 

 CD OD PD CSD CoD DD UCD AD SCD SD CommD IOD TD 
Maqbool (2005), Liles (2008), 
Tričković (2000), Bouabana-Tebibel 
(2007), Garrido and Gea (2002) and 
Staines (2008) 

       √      

AMABULO(Bruckmann & Gruhn, 2008a; 
Brückmann & Gruhn, 2008b) 

√       √ √     

Emadi and Shams (2008, 2009)     √  √   √    
Object Dynamics and Behaviour 
(Bouabana-Tebibel & Belmesk, 2004) 

 √       √ √ √   

OPMs (Saldhana & Shatz, 2000)  √            

Wagenhals, Haider, & Levis (2002, 
2003) 

√       √  √ √   

Note: CD: Class Diagram, OD: Object Diagram, PD: Package Diagram, CoD: Component Diagram, DD: Deployment 
Diagram, CSD: Composite Structure Diagram, UCD: Use Case Diagram, AD: Activity Diagram, SCD: Statechart Diagram, 
SD: Sequence Diagram, CommD: Communication Diagram, TD: Timing Diagram, and IOD: Interaction Overview 
Diagram. 

Univ
ers

ity
 of

 M
ala

ya



 

38 
 

2.5 Background on Software Modelling Languages 

In this section, a brief background on software modelling languages is provided. First, 

the graph-based and rule-based modelling languages are reviewed. Second, UML 

diagrams and PNs/CPNs are discussed in detail. 

Software modelling is one of the most important activities in software analysis and 

design. It provides a high-level specification independent from the implementation of 

such a specification. Software models can be evolved into a new version, and can be 

used to generate executable code (Van Der Straeten, 2005). 

Graph-based formalism and rule-based formalism are the two most predominant 

formalisms in the development of modelling languages. Graph-based formalism has its 

roots in graph theory or its variants, while rule-based formalism is based on formal logic 

(Lu & Sadiq, 2007). Graph-based languages have the visual appeal of being intuitive and 

explicit, even for those who have little or no technical background. However, rule-based 

modelling languages require a good understanding of propositional logic and the syntax 

of logical expressions, and thus, are less attractive from the usability point of view (Lu & 

Sadiq, 2007). 

 

2.5.1 Graph-based Modelling Languages 

In a graph-based modelling language, the process definition is specified in graphical 

process models, where activities are represented as nodes and control flow and data 

dependencies between activities are shown as arcs. The graphical process models 

provide an explicit specification for process requirements (Lu & Sadiq, 2007). Graph-

based modelling addresses the need to present software models to various stakeholders 

in as straightforward a manner as possible (Kowalkiewicz, Lu, Bäuerle, Krümpelmann, 

& Lippe, 2008). The following are examples of graph-based modelling languages: 
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OO Methodology: An established technique for structured software design (Aguilar-

Saven, 2004). It supports inheritance, polymorphism, and dynamic binding. It is useful 

for designing software that is comprehensible, maintainable, and flexible (Bauskar & 

Mikolajczak, 2006). One of the main advantages of the OO method is the effectiveness 

of the process in terms of identifying and refining objects (Aguilar-Saven, 2004). 

Techniques for OO analysis and design primarily support the representation and 

integration of static system properties from a function and data perspective. Dynamic 

properties are supported from a process perspective (Zapf & Heinzl, 1999). UML is used 

as a language for specifying, visualizing, constructing, and documenting the artifacts of 

OO software systems, as well as for business modelling (Bauskar & Mikolajczak, 2006; 

N. Russell, van der Aalst, Ter Hofstede, & Wohed, 2006). 

UML Activity Diagram (OMG, 2004, 2010; N. Russell, et al., 2006): Designed for 

modelling business process and flows in software systems. It also provides a high-level 

means of modelling dynamic system behaviour (N. Russell, et al., 2006).  

Business Process Definition Metamodel (BPDM) (OMG, 2004, 2010): The BPDM 

does not provide its own graphical notation, which is specified as a UML 2.0 profile. 

The BPDM is used to define a generic metamodel in order to support the mapping 

between different tools and languages. Business Process Modelling Notation (BPMN) 

(Owen & Raj, 2003) is designed for modelling business processes and transforming them 

into an execution language. 

PN theory: Widely used in graph-based modelling languages (K Jensen, 1992; Kurt 

Jensen, 1994, 1998; TGIgroup, 2013). Places and transitions are the main components of 

a PN model, and arcs are used to connect them. The main characteristics of CPNs are 

data structures and hierarchical structures (K Jensen, 1992; Kurt Jensen, et al., 2007). 

These characteristics are used to represent the object dynamics and to check the model’s 

correctness (Kurt Jensen & Kristensen, 2009; Kurt Jensen, et al., 2007; Michael 
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Westergaard & Verbeek, 2013). Object PNs extend the formalism of CPNs with OO 

features, including inheritance, polymorphism, and dynamic binding (Koci, Janousek, & 

Zboril, 2008; Liui, Yin, & Zhang, 2008; Miyamoto & Kumagai, 2005, 2007; Yu & Cai, 

2006). Timed PNs, as the name implies, introduce time in PNs. 

Flow charts, data flow diagrams, role activity diagrams, role interaction diagrams, and 

the integrated definition for function modelling are also approached from a graph-based 

perspective and are discussed in detail in Aguilar-Saven (2004). 

 

2.5.2 Rule-based Modelling Languages 

A rule-based language integrates complex process logic into a process model to 

support dynamic changes (Lu & Sadiq, 2007; zur Muehlen, Indulska, & Kamp, 2007; 

Zur Muehlen, Indulska, & Kittel, 2008). In a typical rule-based modelling language, 

process logic is abstracted into a set of rules, each of which is associated with one or 

more activities specifying the properties of the activity such as the pre and post 

conditions of execution (Lu & Sadiq, 2007). 

There are several classification schemas for business rules. According to Halle and 

Ronald (2001), there are four kinds of business rules: constraint rules, action enabler 

rules, computation rules, and inference rules. Fuzzy business rules were added later, as 

described in Thomas, Dollmann, and Loos (2007). The following are examples of rule-

based modelling languages: 

• Event-driven Process Chain (EPC) (Knolmayer, Endl, & Pfahrer, 2000; 

Scheer, 1994, 2000): The basic elements of this modelling language are 

functions and events. Functions model the activities, while events are created 

by processing functions or by actors outside the model. 

• Integrated Event-driven Process Chains (iEPCs): Basically, these extend EPCs 

by using formal concepts of object flow and a role perspective (Mendling, La 
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Rosa, & ter Hofstede, 2008). The main idea is to show how any of these 

formalizations can be enhanced with transition rules that consider object 

existence and role availability as part of the state concept. 

• PLMflow (Zeng, Flaxer, Chang, & Jeng, 2002) and ADEPT system (Jennings 

et al., 2000): These both provide a set of business inference rules that is 

designed to dynamically generate and execute workflows. 

• ConDec language (Pesic & van der Aalst, 2006): A declarative language to 

specify which tasks are possible. Users can execute such a model according to 

their own preferences; they can choose which tasks to execute and how many 

times, and in which order to execute them. 

However, the rigidity of graph-based approaches leads to problems such as lack of 

flexibility when faced with dynamic changes and lack of adaptability, which 

compromise the ability of the graph-based processes to react to dynamic model changes 

and exceptional circumstances (Lu & Sadiq, 2007). On the other hand, the rule-based 

approach is intended to integrate complex process logic into a process model as rules in 

order to support dynamic changes. More approaches for graph-based and rule-based 

modelling languages are provided in Rajabi and Lee (2009a). 

Workflow management tools enable the runtime system to assist users in coordinating 

and scheduling the tasks of a business process in workflow management systems 

(Hollingsworth & Hampshire, 1993) by adding, deleting, or changing the sequence of 

process executions during runtime. These approaches are based on activity-oriented 

approaches. OO approaches have comprehensive modelling constructs of object 

orientation to capture business processes (N. Russell, et al., 2006), where the processes 

are modularized along key business objects rather than activity decompositions 

(Redding, 2009). Some examples of these approaches are provided in (Weske (1998), 

(Dadam & Reichert, 2009; Manfred Reichert & Dadam, 1998, 2009; MU Reichert, 
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Rinderle, Kreher, & Dadam, 2005), Sun and Jiang (2009), (Lu, 2008), Wörzberger et al. 

(2008), Milanovic et al. (2008), and Van Hee et al. (Grossmann, Mafazi, Mayer, Schrefl, 

& Stumptner, 2015; 2006)) . 

 

2.5.3 UML Diagrams 

UML diagrams are interrelated; some components for one diagram may be derived 

from other diagrams. UML 2.3, which is one of the most recent versions of UML (Barr 

& Pettis, 2007; Bennett, et al., 2010; OMG, 2010), supports a variety of diagrams to 

model software systems from different perspectives using UML structural, behavioural, 

and interaction diagrams (Fowler, 2004), as shown in Figure  2.4.  

 

Figure  2.4: Hierarchy of UML Diagrams 

The different perspectives of UML diagrams are discussed in the following 

subsections. Examples of UML diagram software tools are: Visual Paradigm (Curtis, 

Clarence, & Ying, 2005; VisualParadigmCompany, 2011), MagicDraw (MagicDraw, 

2009), and IBM Rational Rose (IBMSoftware, 2011). 

 

2.5.3.1 UML Structural Diagram Perspectives 

Structural diagram perspectives are used to construct the information structure. These 

diagrams are briefly described below: 
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• A class diagram is useful to represent information about the actors, roles, 

organizational unit, and relevant data (Yang & Chen, 2003). 

• Actors and data stores are objects in the object diagram. 

• A package diagram organizes the diagram elements into related groups to 

minimize the dependencies between different diagrams’ elements. 

• A composite structure diagram can be used to show the internal structure and 

possible collaborations. 

• A component diagram shows the dependencies among software components. 

• A deployment diagram depicts a static view of the runtime configuration of 

the hardware nodes and the software components that run on those nodes 

(Miller, 2003). 

 

2.5.3.2 UML Behavioural Diagram Perspectives 

Behavioural diagram perspectives show how a system operates. These diagrams are 

briefly outlined below: 

• The static interactions between diagrams and their external objects are 

expressed using a use case diagram (Yang & Chen, 2003). This type of 

diagram is used to express functionality, goals, and responsibility (C.-Y. Chen, 

et al., 2007). 

• An activity diagram describes the dynamic behaviour of use cases. It is used 

to model the logical steps and the dynamic behaviour derived from the use 

cases (Chang, Chen, Chen, & Chen, 2000; Hongmei, Biqing, & Shouju, 2000). 

It concentrates on the dynamic relationships among business activities (Yang 

& Chen, 2003). 

• A statechart diagram describes the process behaviour of states and events 

(Merseguer & Campos, 2003). 
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2.5.3.3 UML Interaction Diagram Perspectives 

Interaction diagram perspectives can be considered a subset of behavioural diagrams. 

These diagrams are described in brief below: 

• Sequence diagrams and communication diagrams are used to describe the 

interactions and flow of control among business objects based on messages. 

They represent the relationships between diagrams and actors. A sequence 

diagram focuses on the message times, while a communication diagram 

focuses on object roles. A communication diagram can be used to show the 

use case’s objects and the sequence of messages passed between them. 

• An interaction overview diagram is a modification of the activity diagram that 

is used to compose interactions through sequence, iteration, concurrency, or 

choice concepts (Marzeta, 2007; Ribeiro & Fernandes, 2006). 

• A timing diagram shows the behaviour of the processes in a given period of 

time; these diagrams could have a starting and finishing time to determine the 

sequence of activities or execution order. 

 

 

2.5.3.4 Petri Nets and Coloured Petri Nets 

Petri Nets are a powerful instrument for modelling, analysing, and simulating 

dynamic systems with concurrent and nondeterministic behaviour. They are useful for 

describing information systems that are characterized as being concurrent, 

asynchronous, distributed, parallel, nondeterministic and/or stochastic (Kurt Jensen & 

Kristensen, 2009). The graphical representation and executable nature of a PN model 

make the PN suitable for use in the simulation, rapid prototyping and verification of 

systems (Le Bail, Alla, & David, 1991). According to Aguilar-Saven (2004) and Murata 
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(1989), a PN is a directed graph that mainly consists of two different nodes:  places and 

transitions, where places represent possible states of the system and transitions are 

events or actions that cause the change of state (Milanovic, et al., 2008; Scheer, 1994). 

However, early attempts to use PNs in practice revealed two serious drawbacks 

(Aguilar-Saven, 2004). First, there were no data concepts and hence the models often 

became excessively large because all data manipulations have to be represented directly 

in the net structure. Second, there were no hierarchy concepts, and thus it was not 

possible to build a large model via a set of separate sub-models with well-defined 

interfaces. High-level PNs (HPNs) and Low-level PNs (LPNs) (Miyamoto & Kumagai, 

2007; Wolf, 2009) are types of PNs. HPNs support abstract data types and state 

transitions with data processing, but LPNs do not have a data type and data processing 

mechanism. The choice of LPNs or HPNs depends on what kind of system is to be 

modelled. Generally, analysis of LPNs is comparatively easy, but a net of this type 

generally grows large. In contrast, HPNs can express a system in a compact net, but on 

the other hand, analysis of HPNs is difficult. 

A CPN model (Aguilar-Saven, 2004; Kurt, 1997) incorporates both data structuring 

and hierarchical decomposition without compromising the qualities of the original PNs 

and thus removes these two serious problems that are inherent in PNs. Timed PNs 

(Holliday & Vernon, 1987) introduced time in PNs, while hybrid PNs (Le Bail, et al., 

1991) can model a system where discrete state transitions and continuous state 

transitions coexist. CPN tools perform syntax and type checking as well as simulation 

code generation. More details about PNs theory, structure, and applications are provided 

in Kurt Jensen and Kristensen (2009) and Kordic (2008). A CPNs structure is defined 

formally as a set of (∑, P, T, A, N, C, G, E, M0, I, O) (Kordic, 2008; Kurt, 1997), 

where: 

∑: A finite set of non-empty types, called a colour set 
P: Finite set of places 
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T: Finite set of transitions 
A: Represents a set of directed arcs, known as flow relationships. An arc exists 
between a place and a transition, or vice versa 
N: A node function 
C: A colour function 
G: A guard function defined from T into expressions 
E:  An arc expression function defined from A into expressions 
M0: The initial (coloured) marking defined from P into closed expressions 
I: A function which determines the input multiplicity for each input arc 
O: A function which determines the output multiplicity for each output arc. 

 

2.6 Discussion and Summary 

Making sure there is coevolution between the perspectives of UML diagrams and 

ensuring that there is consistency between all diagrams are important activities in 

software analysis and design. However, it is difficult to maintain coevolution and 

consistency between UML diagrams because these diagrams are continuously updated in 

order to reflect software changes. In this chapter, the researcher reviewed and discussed 

the approaches related to software change management, especially software models 

coevolution. The approaches that deal with solving the coevolution and inconsistency 

problems in UML diagrams and the approaches that address the integration between 

UML diagrams and CPNs were discussed in detail. 

Detecting and resolving the coevolution between software artifacts can be achieved 

by using various techniques. Some of these techniques are: analysing release histories or 

versions, source code, and software architecture level analysis (Breivold, et al., 2012). 

These techniques can be classified into code-based and model-based approaches. 

Furthermore, assessments of model changes on a more abstract level than source code 

can enable impact analysis in earlier stages of development (Lehnert, 2011).  

Decades of research efforts have produced a wide spectrum of approaches and 

techniques for checking the coevolution and inconsistency among OO diagrams. Some 
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of these approaches can be classified into direct, transformational, or formal semantics 

approaches (Sapna & Mohanty, 2007). The main ideas and weaknesses of these 

approaches are: Standard OCL as a direct approach is concerned with keeping the 

software models in a consistent state and synchronized with the underlying source code 

and does not allow for making changes to the model elements to resolve them (Khalil & 

Dingel, 2013; Lehnert, 2011). CPNs can be used to check and verify the UML model 

associated with the OCL to ascertain whether or not it meets the user requirement 

(Sharaff, 2013). The coevolution in transformational approaches is based on 

bidirectional mapping rules between the architecture model and source code. The graph 

transformation technique is limited to checking the structural inconsistencies only 

because it can only detect and resolve the inconsistencies that can be expressed as a 

graph structure (Puissant, 2012). Formal approaches are widely used for describing the 

behaviour of UML diagrams using the executable model capability provided in CPNs. 

As regards the usage of patterns in software modelling, researchers have concentrated 

on using patterns as design patterns and in the workflow software management system. 

Updating the pattern design to manipulate the software changes and change impact also 

could facilitate software change design. Improving the effectiveness and the accuracy of 

state-of-the-art coevolution techniques in managing OO diagram changes is an 

important issue and much work is still needs to be done to fully provide flexibility, 

adaptability, and dynamic reaction to changes. 

Transforming UML diagrams into a formal modelling language such as CPN models 

is considered one of the most effective ways to solve software performance evaluation 

problems (Lian-Zhang & Fan-Sheng, 2012). The integration of UML and CPNs 

approaches is based on the combination of the best characteristics of the CPNs and UML 

design methods. While UML describes the static aspects of systems, the CPNs model 

system dynamics and behavioural aspects. The graphical representation and automated 
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analysis techniques in CPN tools are used to aid the understanding of formal 

specifications (Barros & Gomes, 2004; Barros & Jorgensen, 2005; Niu, et al., 2003; 

Michael Westergaard & Verbeek, 2013). The transformation approaches discussed in 

this chapter have certain weaknesses, such that each transformation approach uses only a 

subset of UML diagrams, and most of these transformations are based on behavioural 

UML diagrams, as shown in Table  2.3. Additionally, these approaches focus only on a 

comparison between two versions from the same model to check if there are differences 

between them. There is a need to support the change incrementally (i.e, during the 

design process and to also check the consistency between diagrams based on the 

diagram relations. Additionally, there is a need to support the changes by adding new 

diagrams). The needs and details of the coevolution framework for this research are 

discussed in the following two chapters.  
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CHAPTER 3: RESEARCH METHODOLOGY 

In this chapter, the general steps of the research methodology are outlined. This 

research methodology consists of several phases, as shown in Figure  3.1. These phases 

are: 

• Research Idea Phase 

• Literature Review Phase 

• Research Design Phase 

• Modelling and Development Phase 

• Analysis and Evaluation Phase 

 

 

 

 

 

 

 

 

 

 

Figure  3.1: Phases of Research Methodology  

 

3.1 Research Idea Phase 

In this phase, the research idea is outlined. This includes the problem statement, 

research objectives, and research questions. The determination of the research problem, 

involves a few different stages, but mainly this research starts with the context of the 

research, which is the field of software change management, as shown in Figure  3.2. 
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This research focuses on studying the impact of software changes on modelling 

techniques and languages (basically on graph-based and model-based approaches) 

because it is one of the main issues in software design. OO software modelling is 

widely used in software modelling and design, and OO diagrams are divided into 

different perspectives for modelling a problem domain. This research focuses on 

determining the main issues that need to be addressed to preserve the coevolution 

among these diagrams so that they can be updated continuously to reflect software 

changes. In addition to these steps in determining the research problem, a clear 

statement of research objectives and research questions are defined. 

 

Figure  3.2: Research Context 
 

3.2 Literature Review Phase 

In this phase, various software modelling concepts and change management concepts 

are presented. Then, the findings from the literature review are summarized and the 

research direction is presented. Based on the stages discussed in Section  3.1, the 

literature review phase consistes of the following: 
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I. Studying the state of the art on consistency checking and coevolution between 

UML diagrams; 

II. Studying the importance of design patterns in the software design process; 

III. Studying the integration between UML diagrams and CPNs. This research 

proposes a comprehensive survey on the integration between UML diagrams 

and CPNs including consistency and integrity rules (Rajabi & Lee, 2009b, 

2014); and 

IV. Studying the state of the art on coevolution and consistency validation and 

verification techniques. This includes simulation techniques and consistency 

checking tools. 

 

3.3 Research Design Phase 

The main steps in the research design phase are shown in Figure  3.3 and are 

discussed in the following sections. These steps are:  

I. Proposing a new structure for the integration of UML and CPNs (named 

Object Oriented Coloured Petri Nets (OOCPNs)) including the transformation 

rules to be applied between UML diagram elements and OOCPNs; 

II. Proposing a set of change impact and traceability analysis templates for all 

types of change in most of the UML 2.3 diagrams, including rules to maintain 

consistency and integrity; 

III. Proposing a set of coevolution patterns to model and simulate the proposed 

diagrams changes. This set includes the change impact and traceability 

analysis templates for updating UML diagrams. These patterns can help 

developers to build efficient models, while avoiding reinvention of already 

existing solutions of problems; 
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IV. Proposing a coevolution framework based on the proposed structure, 

templates, and patterns; and 

V. Validating and verifying the proposed framework and checking the 

correctness and complexity of the proposed coevolution patterns. 

 
 

 

 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 

Figure  3.3: Detailed Phases of Research Methodology  
 

3.4 Modelling and Development Phase 

Based on the research justification in the previous chapters, a formal modelling 

language, CPNs, is used to model and simulate the proposed framework. The rationale 

for using CPNs stems from the fact that it provides automatic validation and verification. 

UML as a standard language for modelling OO software systems is a semi-formal 

language and does not automatically support validation and verification of the 

coevolution between software models. In contrast, CPNs is a formal and executable 

modelling language that is widely used to handle inconsistency problems among models 

and to automatically validate and verify the model’s dynamic behaviour. A case study is 
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modelled in CPNs in order to apply the proposed transformation rules, change impact 

and traceability analysis templates, and coevolution patterns. 

 

3.5 Analysis and Evaluation Phase 

In this phase, the proposed framework is discussed and its performance is evaluated. 

This includes comparisons with the state of art. The main stages in this phase are: 

• Providing case study models; 

• Explaining the quantitative results of the research;  

• Analysing and discussing the research results in comparison with those of 

related works. This includes a quantitative analysis of the research results. 

Dynamic verification of the formal method using the CPNs Tools simulation 

is used to verify the proposed framework. Dynamic formal analysis looks at 

the behaviour of the model (M Westergaard, 2007); 

• Discussing the accomplishment of the research objectives; and 

• Discussing the main limitations of the proposed framework. 

 

3.6 Chapter Summary 

In this chapter, the phases of the research methodology were identified and discussed. 

The intent of each phase was also identified. In the next chapter, the proposed 

coevolution framework will be discussed in detail.  Univ
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CHAPTER 4: PROPOSED COEVOLUTION FRAMEWORK 

In this research, a coevolution framework is proposed in order to provide a systematic 

and methodical approach for managing changes among UML structural, behavioural, 

and interaction diagrams. The proposed framework is used to check the consistency, 

impact, and traceability incrementally after a diagram or diagram element has been 

created, deleted, or modified. Additionally, the provision of a change history between 

two versions created from the same diagram is addressed. The coevolution and 

inconsistencies between UML diagrams will be detected and resolved based on a set of 

proposed coevolution patterns within the proposed coevolution framework.  

Impact and traceability analysis is important in order to identify the parts that require 

retesting and to improve the overall efficiency of software change management 

techniques. In this research, a set of model-based change impact and traceability 

analysis templates is proposed for all types of change. These templates are the basis of 

the initiation of all update operations and are used to detect any elements affected by a 

change to a system modelled using UML diagrams. The nature of the change could be 

corrective or evolutionary. Corrective changes are implemented to correct a design 

error. Evolutionary changes are required due to the redesign or reconfiguration of 

processes. The change effect could be local if the change in one diagram does not 

impact on other diagrams or it could be global if it concerns relations between 

diagrams. 

These changes are represented by consistency and integrity rules, which are 

discussed in Section  4.1.2. These rules are modelled using the proposed coevolution 

patterns. The proposed coevolution patterns are identified and categorized based on 

UML diagram categories and relations (structural, behavioural, and interaction 

diagrams). 
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The proposed framework is a hybrid of the transformational and formal semantic 

approaches. The transformational approach is required for the mutual integration of 

UML and CPNs modelling languages. The formal approach is used to model, simulate, 

and validate the proposed coevolution framework and patterns using the CPNs formal 

modelling tool (TGIgroup, 2013; Michael Westergaard & Verbeek, 2013). 

The proposed framework, which is a type of software configuration management 

technique, is shown in Figure  4.1.  

 

Figure  4.1: Contextual Diagram of Proposed Coevolution Framework 

 

The main components of the proposed framework are shown in Figure  4.2 and 

Figure  4.3. These components are discussed in detail in the following subsections of this 

chapter. 
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Figure  4.3: Steps of Proposed Coevolution Framework 

 

4.1 Software Model 

A complete model can be represented using UML diagrams. UML 2.3 supports a 

variety of diagrams which allows developers to model software systems from different 

perspectives using UML structural, behavioural, and interaction diagrams (OMG, 2010). 

UML diagrams are interrelated; some components for one diagram may be derived from 

other diagrams. For example, an activity diagram can be used to model an operation 
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associated with a use case or a class diagram. Since UML diagrams can be divided into 

different categories, where each category focuses on a different perspective of a problem 

domain, one of the critical issues that needs to be addressed is the maintenance of 

consistency among diagrams (Shinkawa, 2006).  

 

The patterns proposed in this research are applied to the following UML diagrams 

(class, object, activity, statechart, and sequence diagrams). These diagrams cover the 

three perspectives of UML diagrams, namely structural, behavioural, and interaction. A 

class diagram is useful for representing information about actors, roles, organizational 

units, and relevant data (Yang & Chen, 2003). Actors and data stores are objects in the 

object diagram. The activity diagram is concerned with the control flow and the 

sequence diagram is concerned with the object flow. The statechart diagram describes 

the process behaviour produced by states and events. The dependency between these 

diagrams is very high. It is crucial to transform UML diagrams into executable models 

that are ready for analysis, and providing an automated technique that can transform 

these diagrams into a mathematical model such as CPNs avoids redundancy in writing 

specifications.  

 

4.1.1 Transformation of UML into CPNs  

Many approaches for integrating OO modelling and PNs/CPNs have been 

investigated and developed. The transformation of UML diagrams into CPNs is partially 

supported for a subset of UML diagrams, as discussed in Rajabi and Lee (2009b). This 

research focuses on the transformation of UML diagrams from the structural, 

behavioural, and interaction perspectives. In addition, a new structure, Object Oriented 

Coloured Petri Nets (OOCPNs) which includes rules to maintain consistency and 
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integrity, is proposed to support model changes. A block diagram of the transformation 

process is shown in Figure  4.4. 

 

 

 

 

 

 

 

Figure  4.4: Block Diagram for Transforming UML Diagrams into OOCPNs 

 

The components of UML structural, behavioural, and interaction diagrams are 

transformed into CPN elements based on the proposed transformation rules. The 

consistency and integrity rules are checked during the transformation process and after 

updating the CPN model. The proposed structure can be described formally as a tuple of  

<OOCPNs structure, Relations, Rules> 

The OOCPNs structure is described formally in Definition 1. The OOCPNs model 

elements are grouped together according to the relations between UML diagrams. The 

rules used to maintain the consistency and integrity of the transformed model are 

provided in Definition 2. 

 

Definition 1. Proposed OOCPNs Structure: 

The proposed OOCPNs structure is defined by the tuple n = (∑, Pg, P, Fp, T, SubT, 

A, N, C, G, E, M0, R), where: 
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T: {t1, t2, …, tn} is a finite set of transitions 
SubT = {Subt1,  …, Subtn} is a finite set of substitution transitions 
A: A ⊆ T × P ∪ P × T represents a set of directed arcs 
N: A → T × P ∪ P × T is a node function 
C: P → ∑ is a colour function 
G: is a guard function  
E: is an arc expression function 
M0: P → C is the initial (coloured) marking 
R: {r1, …,rn} is a finite set of consistency and integrity rules. 

 

Definition 2. OOCPNs Model Relations and Rules: 

The proposed transformation rules are used to transform the UML diagram elements 

into OOCPNs elements. The OOCPNs elements are grouped together according to the 

UML diagram relations as follows: 

Let O be an OO software system represented by a set of UML diagram elements 

(Eo) where Eo = {E1, E2,……, En}. Let TRo = {TR1, TR2,…TRn} be the set of 

transformation rules. Let OOCPNo= {OOCPN1, OOCPN2,… OOCPNn} be the set of 

equivalent OOCPNs elements of Eo. The transformation rule between {Ej, 

OOCPNj} can be defined as follows: 

∀ Diagram element ∈ Eo: Ej 𝑇𝑇𝑇𝑇𝑇𝑇
�� OOCPNj // Ej is a diagram element 

The OO diagrams are organized in OOCPNs as a set of {S, B, and I}, where S is the 

UML structural diagram elements, B is the UML behavioural diagram elements, and I is 

the UML interaction diagram elements. The OO diagram elements in the OOCPNs are a 

set of: 

{S (E1, E2,…, En), B (E1, E2,…, En), I(E1, E2,…, En)} 

{CD(E1,.., En), OD (E1,.., En), AD (E1,.., En), SCD(E1,.., En) ,SD (E1,.., En) } 

The proposed transformation rules include information about the following: 

• Rules to transform UML diagram elements into OOCPNs; 

• Consistency and integrity rule(s) to maintain consistency and integrity during 

the transformation and after updating the OOCPNs model components. 
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4.1.2  Design of Consistency Rules 

The UML structural, behavioural, and interaction diagram elements are all subject to 

change to accommodate new requirements. The scope of a change is determined by its 

impact (local or global). The types of change supported in UML diagrams are shown in 

Figure  4.5. The new changes are represented as rules to update diagram elements or 

relations incrementally. If a change to an element is based on other elements, those 

elements must exist. To ‘update’ means creating, deleting, or modifying diagram 

elements. Each update operation is represented as a pattern; examples of the proposed 

patterns are provided in  CHAPTER 6: 

Consistency and integrity rules to maintain the consistency between UML diagrams 

and their relations are proposed in Section  4.2. The details of the complete 

transformation of UML diagrams into the proposed OOCPNs structure are provided 

in  CHAPTER 5: These rules have the structure: 

If (set of input conditions) 
Then (set of output conditions) 

Else (set of output conditions) 
 

These rules are checked and applied during the change impact and traceability 

analysis process. Rule conditions, actions, and pre and post conditions are also 

considered. All consistency constraints are maintained before and after the new changes 

have been updated. If any one of these constraints is not satisfied then it is rejected in 

accordance with Rules 1 to 3 as formulated in Section  4.2. Data integrity is a critical 

issue and needs to be validated against certain constraints before and after applying a 

change. Integrity rules express constraints and define the acceptable relationships 

between data elements, as well as ensuring completeness. In this research, these rules 

are checked incrementally after each update operation, and any sequence of updates that 

occurs must not result in a state that violates any of the constraints. For example, the 

proposed rules disallow the deletion of referenced data. 
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Figure  4.5: Metamodel Diagram Changes (Elements Subject to Change) 

 

4.2 Components Affected by a Change 

In the proposed patterns, the UML diagram elements affected by a change are 

determined based on the object dependency graph of the diagram objects and their 

relations. Control flow dependency and other dependencies such as inheritance, 

aggregation, encapsulation, polymorphism, and dynamic binding are supported by the 

patterns. Figure  4.6 shows a graph that represents the dependency between the UML 

diagrams. 

Any update operation in a structural diagram will cause a change in the behavioural 

and interaction diagrams. Also, the behavioural and interaction diagrams are 

Meta-model Diagram Changes (Elements Subject to Change) 

Class Diagram 
Elements 
 
1. Attribute 
2. Value (input, 
output, and attribute 
value) 
3. Operation 
4. Class 
5. Abstract class 
6. Communication 
method and dynamic 
binding 
7. Generalization/ 
Class inheritance 
8. Association 
9. Aggregation 
10. Composition 
11. Navigability 
arrow 
12. Polymorphism 
13. Multiplicity 
14. Role name 
15. Interface 
16. Dependency  

Object Diagram 
Elements 
 
1. Object (class 

instance) 
2. Object state 
3. Links 

Sequence Diagram 
Elements 
1. Object & object 

state 
2. Message 
3. Operation call and 

self calls 
4. Synchronous and 

asynchronous 
messages 

5. Condition 
6. alt (alternative 

choice) 
7. opt (optional 

operator) 
8. ref (reference 

operator) 
9. par (short for 

parallel) 
10. Iteration/Loop 
11. Note 
12. Creation and 

deletion 
13. Action 

bar/Lifeline 

Activity Diagram 
Elements 
 
1. Sub-activity 
2. Action 
3. Call behaviour 

action 
4. Control flow 
5. Object flow 
6. Object node 
7. Start node 
8. Guard condition 
9. Join node 
10. Fork node 
11. Decision node 
12. Branch 
13. Merge node 
14. Activity sequence 
15. Activity iteration/ 

Loop 
16. End node 

Statechart 
Diagram 
Elements 
 
1. Initial state 
2. States 
3. Events 
4. A guard 
condition 
5. Actions 
6. An activity 
7. Composite 
states and the 
sub-states 
8. Final state 
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interdependent; if a change has happened in one of the behavioural diagrams, then it will 

affect at least one interaction diagram and vice versa. The following formal definitions 

(Definitions 3 to 5) are used to determine the dependencies between the UML diagram 

elements. 

 

Figure  4.6: UML Diagram Dependency 

 

Definition 3. Impact-related Elements: 

Let X, Y ∈ Eo, where Eo is the set of UML diagram elements and X ≠ Y; Y is said to 

be an impact-related element of X, if Y is changed then X is considered changed (Briand, 

et al., 2003; Briand, et al., 2009). In the proposed patterns, this definition can be used to 

determine the impact of a change between any structural diagram’s elements (S), 

behavioural diagram’s elements (B), and interaction diagram’s elements (I) according to 

the following relations: 

∀ X∈ S, Y ∈ B, Z ∈ I: X is an impact-related element of Y and Z,  

If (X is updated) Then (Y and Z are changed elements); 

∀ X∈ S, Y ∈ B, Z ∈ I: Y is an impact-related element of X and Z,  

If (Y is updated) Then (X and Z are changed elements); 

∀ X∈ S, Y ∈ B, Z ∈ I: Z is an impact-related element of X and Y,  

If (Z is updated) Then (X and Y are changed elements). 

 

 

Structural Diagram 
Changes 

Behavioural Diagram 
Changes 

Interaction Diagram 
Changes 

Dependency 
relation 
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Definition 4. Reflexive Relation: 

Given that D is the Change Impact (CI) dependency, and A is a UML diagram, the 

reflexive relation as defined by Lee (1998):  

A D A: A depends on itself. This means that if A is impacted, it will impact itself 

This definition describes vertical consistency, which is shown in Figure  4.7. Therefore 

in general, the reflexive relations are: 

S D S, B D B, and I D I 

 

Definition 5. Transitive Relation: 

Suppose X, Y, and Z are UML diagrams, then the transitive relation as defined by Lee 

(1998) is: 

X D Y and Y D Z ⇒ X D Z // This means that if X impacts Y and Y impacts Z, then X impacts Z 

In the proposed patterns, examples of the transitive relations between S, B, and I are: 

S D B and B D I ⇒ S D I 

 S D I and I D B ⇒ S D B 

For example, a change to the class diagram will affect the activity diagram (direct 

impact) and a chang to the activity diagram will affect the sequence diagram (direct 

impact). As a result, a change to the class diagram will affect the sequence diagram 

(indirect impact). The change impact dependencies between the UML structural, 

behavioural, and interaction diagrams are defined using the relations between diagrams. 

The UML diagram relations are used to determine and classify all types of change in 

UML diagrams and the impact on other diagram elements. Horizontal, vertical, and 

evolutionary traceability and consistency types are supported to maintain consistency 

and compatibility between the UML diagrams and their versions, as shown in Figure  4.7. 

The horizontal relation between the diagram elements is affected by a change and the 

change types can be described formally as in Definition 6. The evolutionary relation 
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between the diagram versions can be described formally as in Definition 7. The change 

impact is determined for both direct and indirect change effects. A direct effect occurs 

when the change to one diagram element directly impacts the definition of another 

diagram element. An indirect effect occurs when the impacted diagram element in turn 

impacts other diagram elements. 

Figure  4.7: Types of Traceability and Consistency between UML Diagrams 

Definition 6. Relation between UML Diagram Elements and Change Types: 

Let O be an OO software system represented by a set of UML diagram elements (Eo), 

where Eo = {E1, E2,……, En}. Let To = {t1, t2,……, tn} be the set of change types that can be 

carried out on O such that for a given change{tj, Ej}, we can define: 

Fimpact {tj, Ej}            {E1, E2,…, Ek} (Ajila, 1995) 

//where k is the number of the affected diagram elements, 

where Fimpact is the impact function and {E1, E2,…, Ek} is the set of diagram elements 

affected by applying change (tj) on element (Ej). The Fimpact can be extended to include 

the UML diagram categories (C): S, B, and I as in the following: 

Fimpact {tj, Cj}            {S (E1, E2,…, Ek), B (E1, E2,…, Ek), I(E1, E2,…, Ek)} 
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Diagrams V2 
Behavioural 
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Diagrams V1 

Horizontal 

Evolutionary 

Refined 
Structural 
Diagrams 

Refined 
Behavioural 
Diagrams 

Refined Interaction 
Diagrams 

Vertical 

Univ
ers

ity
of 

Mala
ya



 

65 
 

Fimpact {tj, Cj}              {CD(E1,.., Ek), OD (E1,.., Ek),  AD (E1,.., Ek), SCD (E1,.., 

Ek), SD(E1,.., Ek)} 

This definition describes horizontal consistency, which is shown in Figure  4.7. 

 

Definition 7. Relation between UML Diagram Versions:  

Based on the definition of Fimpact, the new version created from the impacted diagram 

elements is  

Fimpact {t’j, E’j}           {E’1, E’2,…, E’k.}. 

The new version from the UML diagram categories (C’): S’, B’, and I’ is: 

{S’ (E’1, E’2,…, E’k), B’ (E’1, E’2,…, E’k), I’(E’1, E’2,…, E’k)} 

such that: ∀ Ej ∈ Eo, If (Ej is changed), then (E’j is created as new version from Ej). 

The new version of the diagrams is:  

{CD’(E’1,.., E’k), OD’ (E’1,.., E’k), AD’ (E’1,.., E’k), SCD’(E1,.., E’k), SD’(E1,.., E’k)} 

 

This definition describes the relations between the UML diagram versions and the 

evolutionary consistency types. Definitions 1 to 5 are considered as change impact and 

dependency rules. The dependency between the business model’s components and its 

impact analysis can be supported efficiently through the proposed change impact and 

traceability templates which include the following information for each change in the 

UML diagram elements (this information is the main part of the proposed patterns): 

The Change Type represents the rule. It could be creating, deleting or modifying 

a diagram element; 

The Change Impact value is ‘LC’ for a local change, ‘GC’ if the change affects 

other diagram elements, or ‘Null’ if the update operation is not allowed; 

The Affected Diagrams (Dependency) is the list of the affected diagrams; 
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The Consistency and Integrity Rules are designed to maintain the consistency 

between UML diagrams and their relations. These rules are checked and applied 

during the change impact and traceability analysis process. The structure of the 

rules is provided in Section  4.1.2. 

The proposed change impact and traceability analysis templates are discussed and 

defined formally in Section  4.3. This research proposes the following general 

consistency and integrity rules: 

 

Rule 1: Deleting/modifying a referenced element 

If (an update is to delete/modify a referenced element), then (deleting/modifying the 

referenced element is not allowed) // A referenced element is an element defined by another 

diagram. For example, diagram attributes are defined by the CD. 

The change impact value will be ‘Null’, and the dependency value will be ‘None’. The 

change impact and dependency value for the following examples of update operations 

are determined based on Rule 1: 

a. Deleting the following diagram elements: 

- A CD attribute, operation, class, class inheritance, association, or 

navigability arrow 

- An object in the OD, SD. 

b. Modifying the following diagram elements: 

- A CD attribute name, operation name, class name, inherited class name, 

navigability arrow direction, polymorphic operation name, or interface 

element name 

- An object name in the OD, SD 

- A SD message name or a message attribute name. 
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Rule 2: Creating/deleting/modifying a non-referenced element 

If (an update is to create/delete/modify a non-referenced element), then (the change 

impact is local). 

The change impact value will be ‘LC’, and the dependency value will be ‘None’. The 

change impact and dependency value for the following examples of update operations 

are determined based on Rule 2: 

a. Creating the following diagram elements: 

- A CD value 

- An OD instance variable or variable/message data type 

- A SD note. 

b. Deleting the following diagram elements: 

- A CD multiplicity range, interface, polymorphic operation or role name 

- A SD message 

- An OD instance variable 

- A SD note. 

c. Modifying the following diagram elements: 

- A SCD and AD start or end node name 

- An OD instance variable or variable/message data type 

- A SD note. 

Rule 3: Consistency and integrity constraints 

Rule 3.1: The class attribute name and the association role name cannot have the 

same name (Briand, et al., 2003). 

Rule 3.2: Two associations with the same name and role name are not allowed. 
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Rule 3.3: No private attribute or operation can be accessed by an operation of 

another class. 

Rule 3.4: All diagram attributes/operations must be defined in the CD. 

Rule 3.5: A cycle is not allowed in any directed paths. 

Rule 3.6: For any update operation, the affected diagrams should also be 

updated. 

Rule 3.7: A diagram element cannot update an attribute if the attribute 

changeability is not ‘changeable’. 

Coevolution patterns are proposed for the changes in the UML diagram elements. 

These patterns can be applied to detect a direct or indirect change effect for all the 

diagram elements listed in Figure  4.5. These patterns also describe the change impact 

and traceability analysis information for UML diagram elements. This information is 

used in the vertical and horizontal consistency check types between UML diagrams. 

Algorithm 1 given below is used to find the diagram elements affected by the change 

based on the objects dependency graph. Data dependency is checked a pre and post 

condition for each change. 

 

Algorithm 1: Components affected by the change 

Input: Diagram Name (N), Diagram Elements, Change Impact (CI) 
Output: Diagrams Affected (Dependency) 
Process:  

O: an OO software system represented by a set of UML diagram elements 
(Eo) 
D: CI dependency 
No: a set of UML diagram elements 
Nj: a specific element in the diagram 
S: Structural diagram elements, B: Behavioural diagram elements, I: 
Interaction diagram elements 

Begin 
If (CI is LC) Then 

- Nj D Nj // Nj depends on itself. This means that if Nj is impacted, it will impact 
itself. 
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- ∀ Nj ∈ No, If (Nj is changed) Then (N’j is created as a new version from 
Nj) 

Else //global changes 
If (Nj ∈ S) Then 

- ∀ X∈ S, Y ∈ B, and Z ∈ I: X is an impact-related element of Y and Z, 
If (X is updated) Then (Y and Z are changed elements) 
- X’, Y’, and Z’ are created as new versions from X, Y, and Z, 
respectively. 

Else If (Nj ∈ B) Then 
- ∀ X∈ S, Y ∈ B, Z ∈ I: Y is an impact-related element of X and Z, If (Y is 

updated) Then (X and Z are changed elements) 
- X’, Y’, and Z’ are created as new versions from X, Y, and Z, respectively. 

Else (If Nj ∈ I) Then 
- ∀ X∈ S, Y ∈ B, Z ∈ I: Z is an impact-related element of X and Y,  
- If (Z is updated) Then (X and Y are changed elements) 
- X’, Y’, and Z’ are created as new versions from X, Y, and Z, respectively. 

endif endif endif 
Versions update 
endif 
End 

 

The version management technique is based on the revision version type. It stores 

two versions of the UML diagrams: the existing version and the newly created version. 

 

4.3 Proposed Change Impact and Traceability Analysis Templates 

In this section, the proposed change impact and traceability analysis templates are 

defined. The proposed templates are used to define the change type, change impact, 

affected diagrams, and consistency and integrity rule for each diagram element. The 

structural, behavioural, and interaction diagram elements together with their change 

types are listed in Table  4.1, Table  4.2, and Table  4.3 respectively, where the complete 

templates are provided in  Appendix A. 

The proposed impact and traceability analysis template is defined by the tuple n = 

(CT, CI, AffectedD, ConstR), where: 

CT is the change type that represents the rule, which could be creating, deleting, 
or modifying a diagram element; 

CI is the change impact value, where ‘LC’ denotes a local change, ‘GC’ denotes 
a change that affects the elements of other diagrams, and ‘Null’ is where the 
update operation is not allowed; 
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AffectedD defines affected diagrams (dependency), i.e. is a list of affected 
diagrams; and 

ConstR defines the consistency and integrity rules to maintain the consistency 
between UML diagrams and their relations. These rules are checked and applied 
during the change impact and traceability analysis process. 

 

Table  4.1: Structural Diagram Elements and Change Types 

Diagram Element  Change Type 
CD Attribute  Create an attribute 
CD Operation  Create a new operation 
CD Class  Create a new class 
CD Generalization/Class Inheritance  Create a class inheritance 
CD Association  Create an association 

Modify an association name 
CD Aggregation  Create an aggregation 
CD Composition  Create a composition 
CD Navigability Arrow  Create a navigability arrow 
CD Communication Method and 
Dynamic Binding  

Create a communication method and 
dynamic binding 

CD Polymorphism Operation  Create a polymorphic operation 
CD Multiplicity  Create/Modify a multiplicity range 
CD Role Name  Create/Modify a role name 
CD Interface  Create an interface 
CD Dependency  Create/Modify a class dependency 

Delete a class dependency 
OD Object (Class instance)  Create a new object 
OD Object States  Create/Modify a variable/message data 

type 
Create/Delete/Modify a message 

PD Package  Create /Delete a package 
PD Package Dependency  Create/Delete a package dependency 
CoD and DD Node  Create /Delete a node 
CoD and DD Component Operation  Create /Delete a new component 

operation 
CoD and DD Dependency  Create/Delete a dependency relation 
CSD Part/Port  Create/Delete a part/ port 

 

Table  4.2: Behavioural Diagram Elements and Change Types 

Diagram Element  Change Type 
UCD Actor  Create an actor 
UCD Communication (association)  Create/Delete communications 
UCD Use case  Create a use case 
UCD Extend/Include/Generalize/Use 
Relations  

Create/Delete/Modify a use case 
relation 

UCD Use Case Description  Create/Delete/Modify a use case 
description 
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Diagram Element  Change Type 
AD Sub-Activity/SCD Activity  Create a sub-activity 

Delete /Modify a sub-activity 
AD, UCD, and SCD, Action  Create /Delete an action 

Modify an action condition 
AD Control Flow  Create / Delete a control flow 
AD Object Flow  Create an object 
AD Control Nodes (Fork, Join, Merge, 
and Decision)  

Create/Delete/Modify a control node 

AD Activity Sequence  Create/Delete/Modify an activity 
sequence 

AD, SD, and CommD Iteration /Loop  Create/ Delete an iteration 
Modify an iteration decision node 
Modify an iteration condition 

AD Call Behaviour Action  Create an AD call behaviour action 
AD and SCD Start/End Nodes  Create/Delete a start or end node 
SCD State  Create a state 
SCD Event  Create an event 
SCD, AD, and SD Guard Condition  Create/Delete/Modify a guard 

condition 
SCD Composite State and Sub-State  The same as in SD message changes 

 

Table  4.3: Interaction Diagram Elements and Change Types 

Diagram Element  Change Type 
SD Iteration /Loop  Create/ Delete an iteration 

Modify an iteration decision node 
Modify an iteration condition 

SD Guard Condition  Create/Delete/Modify a guard condition 
SD and CommD Object  Create an object 
SD Message  Create a message 
SD Operation Call  Create an operation call 
SD Creation and Deletion  Create a creation and deletion 
SD Synchronous and Asynchronous 
Messages  

Create a synchronous and asynchronous 
message 

SD Operators (alt/ opt / ref / par) 
Changes 

Create/Delete/Modify operators 

SD Action Bars/Lifelines  Create/Modify an action bar 
SD and CommD Message Sequence 
Number  

Create/Delete/Modify a message 
sequence number 

IOD Activity or Interaction Diagram 
Elements  

Create an activity or interaction diagram 
element 

TD Task  Create a task 
TD Task Duration Create/Delete/Modify a task duration 
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4.4 Proposed Pattern Structure  

The proposed UML diagram change patterns are categorized based on the UML 

diagram categories and relations (structural, behavioural, and interaction), as shown in 

Figure  4.8. 

 

Figure  4.8: Proposed Patterns Categories 

The proposed new pattern modifies Gamma , et al (Gamma , et al., 1995) and Gamma 

, et al (Gamma, et al., 2001) to include the change impact and traceability analysis 

information. The proposed pattern is defined as follows: 

 

Pattern Name: The identifier of a pattern that captures the main idea of what the 

pattern does; 

Intent: What does the design pattern do? What is its rationale and intent? What 

particular design issue or problem does it address? 

Motivation: A scenario that illustrates a design problem. The scenario help to 

understand the more abstract description of the pattern that follows. 

Problem description: Presents the problem addressed by the pattern; 

Solution/Diagram: Describes possible solutions to the problem; a graphical 

representation of the pattern using a notation based on the proposed OOCPNs 

structure and CPN modelling techniques. 

Proposed Coevolution Patterns 

Structural Diagram 
Patterns 

Behavioural Diagram  
Patterns 

Interaction 
Diagram 
Patterns 

Control and 
Versions History 

Patterns 
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Change impact and traceability analysis: As discussed in Section  4.2 above, this 

includes the following information: (Change Type, Change Impact, Affected 

Diagrams (Dependency), and Consistency and Integrity Rules); 

Example: One or more examples of the pattern found in real systems when needed. 

CPN places initial and final marking examples are provided. 

Related patterns: What design patterns are closely related to this one? What are the 

important differences? With which other patterns should this one be used? 

The proposed coevolution patterns are discussed and defined formally in  CHAPTER 

6: The complete lists of the proposed patterns for each diagram element are provided in 

Table  4.4 to Table  4.9. 

Table  4.4: Proposed Class Diagram Coevolution Patterns 

Diagram Element Pattern Supported 
Class  Create a class 

Delete a class 
Modify a class name  
Class redundancy check  
Class search  
Class with no operation or attribute 
Consistency check 
Class element redundancy check  
Class with no relation consistency check 

Attribute  Create an attribute 
Delete an attribute 
Modify attribute name 
Modify attribute visibility 
Modify attribute property 
Modify attribute type 
Modify attribute value 
Attribute redundancy check  
Attribute search 

Operation  Create an operation 
Delete an operation 
Modify operation property 
Modify operation type 
Modify operation visibility 
Modify operation name 
Operation redundancy check 
Operation search 
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Diagram Element Pattern Supported 
Generalization/Class 
Inheritance  

Create a class inheritance 
Delete generalization relationship 
Modify generalization relationship 
 Generalization relationship search 

Association  Create an association relationship 
Delete an association relationship 
Association relationship search 

Aggregation  Create an aggregation relationship 
Delete an aggregation relationship 
Aggregation relationship search 

Composition  Create a composition relationship 
Delete a composition relationship 
Composition relationship search 

Multiplicity  Modify association destination multiplicity 
Modify association source multiplicity 

Role Name  Modify role name 
 

Table  4.5: Proposed Object Diagram Coevolution Patterns 

Diagram Element Pattern Supported 
Object (Class instance)  Create an object 

Delete an object 
Modify object name 
Search instance name 
Search object Exist 
Search instance class  

Object States  Create/Delete/Modify a variable/message 
These two patterns are the same as the class 
diagram attribute and operation patterns 

Consistency Check  Check object name 
Objects not created 

 

Table  4.6: Proposed Activity Diagram Coevolution Patterns 

Diagram Element Pattern Supported 
Activity Create an activity 

Delete an activity 
Activity search 

Sub-Activity Create a sub-activity 
Delete /Modify a sub-activity  
Sub-activity search 

Control Nodes (Fork, Join, 
Merge, and Decision)  

Create/Delete/Modify a control node  
Fork search 
Join search 
Decision search 
Merge search  

Object Objects not in ADs 
Object search 
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Diagram Element Pattern Supported 
Action and Call Behaviour 
Action  

Action search 
Create /Delete/Modify an action—Lists for 
the activity diagram action are stored in the 
proposed OOCPNs structure 

Iteration /Loop  Create/ Delete/Modify an iteration—Lists for 
the activity diagram loop elements ( such as 
decision and iteration condition) are stored in 
the proposed OOCPNs structure  
Loop Search 

Guard Condition  Create/Delete/Modify a guard condition —
Lists for the activity diagram guard conditions 
are stored in the proposed OOCPNs structure  
Guard Search 

Consistency Check  ADs not created  
AD elements not created 
Modify AD name 

 

 

Table  4.7: Proposed Statechart Diagram Coevolution Patterns 

Diagram Element Pattern Supported 
Event Create an event 

Delete /Modify an event 
Event search 

State Create a state 
Action Action search 

Create /Delete/Modify an action—Lists for 
the statechart diagram action are stored in the 
proposed OOCPNs structure 

Start/End Node Create/Delete a start or end node 
Iteration /Loop  Create/ Delete/Modify an iteration—lists for 

the statechart diagram loop elements ( such 
as decision and iteration condition) are stored 
in the proposed OOCPNs structure  
Loop Search 

Guard Condition  Create/Delete/Modify a guard condition —
lists for the statechart diagram guard 
conditions are stored in the proposed 
OOCPNs structure  
Guard Search 

Consistency Check  SCDs not created  
SCD elements not created 
Modify SCD name 
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Table  4.8: Proposed Sequence Diagram Coevolution Patterns 

Diagram Element Pattern Supported 
SD Object  Create an object  

Object search 
SD Message  Message search 

Create a message—list of  the sequence 
diagram massages are stored in the proposed 
OOCPNs structure 

SD Iteration /Loop  Create/ Delete/Modify an iteration—lists for 
the sequence diagram loop elements ( such 
as decision and iteration condition) are 
stored in the proposed OOCPNs structure  
Loop Search 

SD Guard Condition  Create/Delete/Modify a guard condition —
lists for the sequence diagram guard 
conditions are stored in the proposed 
OOCPNs structure  
Guard Search 

SD Operators (alt/ opt / ref / 
par)  

Create/Delete/Modify operators  
Opt search 
Ref search 
Alt search 
Par search 

Consistency Check  SDs not created  
SD search 
SD elements not created 
Objects not in SDs  
Modify SD name  
 

 

 
Table  4.9: Proposed Change Control Coevolution Patterns 

Pattern Name Description 
Search Patterns Find a diagram element patterns. Used to 

check the existing of a diagram element 
Class Diagram Search Patterns Find a class diagram element patterns 
Object Diagram Search Patterns Find an object diagram element patterns 
Activity Diagram Search Patterns Find an activity diagram element patterns 
Sequence Diagram Search 
Patterns 

Find a sequence diagram element patterns 

Change History Patterns Changes history selection 
Store in file 
Update new version 
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4.5 Chapter Summary 

Coevolution between diagrams involves both impact analysis and change propagation. 

In this chapter, a coevolution framework was proposed to trace the diagram dependency 

and to determine the effect of the change between UML diagrams incrementally after 

each change operation. A set of change impact and traceability analysis templates and 

patterns was proposed for all types of change in the UML diagram elements. These 

pattern templates are the basis of the initiation of all update operations and are used to 

detect any elements affected by the change in the systems modelled using UML 

diagrams. The proposed change impact and traceability analysis templates were defined 

and discussed. In the next chapter, the proposed structure for the integration between 

UML diagrams and CPNs including the transformation rules will be defined. This 

integration is based on the change impact and traceability analysis templates provided in 

this chapter. 
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CHAPTER 5: TRANSFORMATION OF UML DIAGRAMS INTO CPNS 

In this chapter, transformation rules to transform the structural, behavioural, and 

interaction elements of UML diagrams into OOCPNs are provided. The general 

structure for the CPN model after the transformation of UML diagrams is as follows: 

Attributes and operations in the CPN model are transformed from the class diagram 

(CD). These attributes and operations are used by other CPN model components. 

Classes are organized into subpages or subnets. These subpages can be instantiated 

using tokens which represent the objects. Related subpages can be grouped together 

according to the package diagram (PD) and composite structure diagram (CSD). The 

behaviour and interaction of objects are described using the transformed behavioural 

and interaction diagrams. The statechart diagram (SCD) describes the object’s 

behaviour by states and events. The activity diagram (AD) describes the control flow 

from activity to activity. The sequence diagram (SD) describes the control flow from 

object to object. Each activity can have a starting and finishing time to determine the 

sequence of activities or execution order as described in the timing diagram (TD). 

Communication between objects is described using SD and communication diagram 

(CommD). Sequence diagrams focus on the times that messages are sent. 

Communication diagrams focus on object roles. A communication model can be used to 

show the use case objects and the sequence of messages passed between them. A 

complete set of UML diagram elements is summarized in Figure  5.1. Univ
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Figure  5.1: Structural, Behavioural, and Interaction in UML Diagram Elements 

UML Diagram Elements 

Structural Diagram Elements Behavioural Diagram Elements Interaction Diagram Elements 

Class Diagram 
1. Attributes 
2. Values (input, output, and 

attribute value) 
3. Operations 
4. Classes 
5. Abstract classes 
6. Communication methods and 

dynamic binding 
7. Generalization/class 

inheritance 
8. Associations 
9. Aggregation (consists-of) 
10. Composition (is-part-of) 
11. Navigability arrow 
12. Polymorphism 
13. Multiplicity 
14. Role name 
15. An interface 
16. Dependency  

Object Diagram 
Create/Delete/Modify 

1. Object (class instance) 
2. Object state 

Package Diagram Patterns 
1. Package 
2. Packages dependency 

Composite Structure Diagram 
1. Parts 
2. Interconnection between 

classes/objects (ports) 

Component and Deployment 
Diagram 

1. Nodes  
2. A component operation 
3. Connection between nodes 
4. Interfaces 
5. A dependency 

Activity Diagram 
1. A sub-activity 
2. An action  
3. A call behaviour action 
4. A control flow 
5. An object flow 
6. An object node 
7. Start node 
8. A guard expression 
9. A join 
10. A fork 
11. Decision nodes 
12. A branch 
13. A merge 
14. An activity sequence 
15. An activity iteration/loop 
16. End state  

Use Case Diagram 
1. Actors 
2. Communications (associations) 
3. Use cases 
4. Extend 
5. Include 
6. Generalize 
7. Use pattern 
8. Use case description 
9. Actions 

Sequence Diagram 
1. Objects 
2. Messages 
3. Operation call and self call 
4. Synchronous and asynchronous messages 
5. A condition 
6. alt (alternative choice) 
7. opt (optional operator) 
8. ref pattern 
9. par (short for parallel) 
10. An iteration/loop 
11. A note 
12. Creation and deletion 
13. Action bars/lifelines 

Collaboration/Communication Diagram 
1. Objects and object states 
2. Messages 
3. Message data type 
4. Message sequence numbers 
5. Synchronous and asynchronous messages 
6. Iteration and self call 

Statechart Diagram 
1. Initial state 
2. States 
3. Events 
4. A guard condition 
5. Actions 
6. An activity 
7. Composite states and the sub-

states 
8. Final state 

Interaction Overview Diagram 
1. Activity diagram elements 
2. Activity behaviour 

Timing Diagrams 
1. Tasks, task duration, priorities Univ

ers
ity

 of
 M

ala
ya



 

80 
 

5.1 Class Diagram Transformation Rules 

A CD is used to describe the structural and architectural composition of a system by 

identifying classes and their interrelations or associations. The main components for 

every CD are classes, associations, and multiplicities. Associations represent structural 

relationships between objects and describe the relationships between instances at 

runtime. Optional items are also provided for clarity in the CD such as navigability and 

roles. The role name clarifies the association nature and the navigability arrow shows 

the association direction. Aggregation, composition, and generalization are special kinds 

of associations. Multiplicity is the number of possible class instances; it can be 

expressed as single numbers or ranges of numbers. Examples are zero or one instance, 

no limit of instances, and exactly one instance. Class diagram elements are transformed 

into OOCPNs according to the following transformation rules: 

1. CD attribute  ⇒ CPN place  

Consistency and integrity rule: the same as in Template 1 

2. CD attributes type ⇒ CPN colour set 

3. CD values ⇒ CPN tokens // Values: input, output, or attribute value 

4. CD value type ⇒ CPN colour set 

5. CD operation ⇒ CPN subpage. 

Consistency and integrity rules: the same as in Template 2 

6. CD class transformation into CPNs  

• CD class ⇒ CPN subpage 

• CD class instance ⇒ CPN substitution transition 

• CD class name and attribute ⇒ CPN place with appropriate colour type. 

Example: The CD in Figure  5.2 is transformed into CPNs as shown in 

Figure  5.3. 
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Consistency and integrity rule: the same as in Template 3 

 
Figure  5.2: Example of Class Diagram 

 

 
Figure  5.3: CPN ML (MetaLanguage) Description of Figure  5.2 

 
7. CD communication method and dynamic binding transformation into CPNs 

• CD synchronous request ⇒ CPN transition fusion 

• CD asynchronous request ⇒ CPN fusion places 

Figure  5.4 provides an example of fusion places. 

Consistency and integrity rules are the same as in the SD message 

transformation into CPNs. 

The following diagram elements are transformed into CPNs in the same way as 

in the CD communication method and dynamic binding: 

- SD and CommD synchronous and asynchronous messages 

- Component Diagram (CoD) and Deployment Diagram (DD) interfaces 

 

Figure  5.4: Example of Fusion Places 

 

T1

Fusion 1Fusion 1

T2

Fusion 1Fusion 1

var Operation_Date: STRING; 
var Amount: STRING; 
colset Transaction = product STRING * STRING;    

// Transaction class colour set is a product of the 
class attributes’ colours 
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8. CD generalization ⇒ Hierarchical Coloured Petri Net (HCPN) by net addition 

(place and/or transition fusion). 

Figure  5.5 shows the transformation of generalization into CPNs. The colour set 

is used to model the class name, as described in Figure  5.3 for the “Transaction” 

class. 

Consistency and integrity rule: the same as in Template 4 

        
Figure  5.5: Example of CPNs for Generalization/Inheritance 

 
9. CD associations ⇒ CPN places connected between the classes’ subnets 

Consistency and integrity rule: the same as in Template 5 

10. CD aggregation ⇒ HCPN by net addition (place and/or transition fusion) 

Consistency and integrity rule: the same as in Template 5 

The aggregation relation means that the target subnet needs to contain some 

instances of the source subnet. Communication between subnets is the same as 

in the CD communication method and dynamic binding. Composition (is-part-

of) can be modelled in the same way as in aggregation, but the difference is that 

the target subnet needs to contain one instance of the source subnet. 

11. CD navigability arrow ⇒ CPN arc 

Consistency and integrity rules: the same as in Template 6 

Method 2

Method 2

[ClassName C or D]

Method 1

Method 1

[ClassName A or B]

Outport

Method 2 
Out

Method 1 
Out

Inport

Method 1 Method 2

Method 1
Exit

Method 2
Exit
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12. CD polymorphism ⇒ HCPN by net addition (place and/or transition fusion), in 

addition to the net inscription as shown in Figure  5.6. An inherited attribute 

(polymorphism token) can hold tokens of the superclasses and subclasses. It is 

connected to the transition that represents the overriding operation. 

Consistency and integrity rule: the same as in Template 7 

 

 
Figure  5.6: Example of CPNs for Polymorphism 

 

13. CD multiplicity ⇒ CPN tokens and substitution transition 

Consistency and integrity rules: the same as in Template 8 

14. CD role name ⇒ CPN auxiliary text 

Consistency and integrity rule: the same as in Template 9 

15. CD interface ⇒ the same as in CD class transformation except that it lacks 

instance variables and implemented methods 

Consistency and integrity rule: the same as in  

Template 10 

16. PD dependency ⇒ CPN arcs 

Consistency and integrity rule: the same as in Template 11 

 

ObjB Method ()

Method

[ClassName=ObjB]

ObjA Method ()

Method

[ClassName=ObjA]

Outport

Polymorphism 
token

OutOut

Inport

Method Method

ObjB Method 
Exit

ObjA Method
Exit
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5.2 Object Diagram Transformation Rules 

An object diagram (OD) consists of objects that show the instances of classes 

communicating by sending each other message. Attributes and behaviours/operations 

are the main components of the OD. Object attribute values determine the object state. 

Object diagram elements are transformed into OOCPNs according to the following 

transformation rules: 

1. OD object transformation into CPNs 

• OD, SD, and CommD object (class instance)⇒ CPN tokens 

Number of tokens is equal to (∑Occi , i > 0, where Occi is the number of 

instances). 

• OD object attribute ⇒ CPN token colour 

Consistency and integrity rule: the same as in Template 12 

2. OD object states transformation into CPNs 

• OD instance variable ⇒ CPN place 

• OD variable type ⇒ CPN place colour 

• OD message data type ⇒ CPN product data type supported in CPNs for all 

the message attributes 

• OD behaviour transformation into CPNs is the same as in the CD 

operation transformation 

• OD communication transformation into CPNs is the same as in SD 

messages transformation 

Consistency and integrity rule: the same as in Template 13 

 

5.3 Package Diagram Transformation Rules 

A PD is a collection of logically related UML elements. It is used to simplify 
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complexity in UML by grouping related classes into packages. Two packages are 

dependent if the change in one package could force changes in the other (Miller, 2003). 

Package diagram elements are transformed into OOCPNs according to the following 

transformation rules: 

1. PD packages ⇒ HCPN by net addition (place and/or transition fusion) 

Consistency and integrity rules: the same as in Template 14 

2. PD dependency ⇒ CPN arcs 

Consistency and integrity rule: the same as in Template 15 

 

5.4 Composite Structure Diagram Transformation Rules 

A CSD shows the internal structure of a class (parts) and possible collaborations 

(ports). It is used to explore runtime instances of interconnected instances collaborating 

over communication links (Ambler's, 2009). These parts must be defined in the CD or 

ODs. Composite structure diagram elements are transformed into OOCPNs according to 

the following transformation rules: 

• CSD part ⇒ the same as in CD and OD element transformation 

• CSD ports ⇒ CPN places 

Consistency and integrity rules: the same as in Template 19 

 

5.5 Implementation Diagrams (Component Diagrams and Deployment 

Diagrams) 

A component is a code module. A CoD reflects the actual implementation of a system 

(Miller, 2003). A DD is a graph of nodes connected by communication associations. It 

covers the physical architecture in terms of the system hardware and software. In 

addition, it shows the configuration of runtime processing elements, software 

components, processes, and the objects that live on them (Miller, 2003).Component 
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diagram and DD elements are transformed into OOCPNs according to the following 

transformation rules: 

1. CoD and DD Node  ⇒ subnet in HCPN, each subnet contains components and 

interfaces communicate together by message passing 

Consistency and integrity rules: the same as in Template 16 

2. CoD and DD component operation transformation into CPNs is the same as in 

CD operation transformation 

Consistency and integrity rules: the same as in Template 17 

3. CoD and DD dependency ⇒ CPN arc 

Consistency and integrity rule: the same as in Template 18 

 

5.6 Use Case Diagram Transformation Rules 

A use case diagram (UCD) shows actors and use cases together with their 

communications. It describes the functional requirements of a system in terms of actors 

and use cases. An actor in the UCD may be a user, an invoked application, a database, 

or system/device hardware. The provision of a short textual description also helps 

readers understand the meaning of each use case and actor. Use cases may be dependent 

on each other. There are many types of dependencies and relationships between use 

cases such as Include, Extend, Generalize, and Use. An alternative path that a use case 

might take if the appropriate condition holds is modelled by using the “extend” 

dependency. A use case that is used by other use cases is modelled by using the 

“include” dependency. “Use” relationships are used to show the decomposition of a use 

case into sub-use cases (Calderon, 2005). In the generalized interface, the child use case 

replaces the parent use case without interrupting the execution. This is the main 

difference between the “generalize” and “extend” relationships (Emadi & Shams, 

2009). Use case diagram elements are transformed into OOCPNs according to the 

Univ
ers

ity
 of

 M
ala

ya



 

87 
 

following transformation rules: 

1. USD actors ⇒ CPN places 

Consistency and integrity rule: the same as in Template 20 

2. UCD communications between the uses cases ⇒ CPN arcs 

Consistency and integrity rule: the same as in Template 21 

3. UCD use case transformation into CPNs 

• UCD use case ⇒ CPN transition 

• UCD use case condition ⇒ CPN input place with transition guard 

The use case can return values to the calling actors and these can also be 

modelled using place and transition. An example of UCD actor and use case 

transformation is shown in Figure  5.7. 

Consistency and integrity rule: the same as in Template 22 

           
Figure  5.7: Example of Transformation of Actor and Use Case into CPNs 

 
4. UCD use case description transformation into CPNs 

• UCD action ⇒ CPN transition 

• UCD action pre and post conditions ⇒ CPN transition guard function and 

code segment 

Consistency and integrity rule: the same as in Template 24 

 

Transition

Use Case1

Actor
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5. UCD extend dependency 

The extend interface between two use cases is executed as follows: 

If (use case B extends use case A) 

Then (the execution of use case B is optional after the execution of use case A). 

The extend interface between uses cases is transformed into CPNs as shown in 

Figure  5.8. 

Consistency and integrity rule: the same as in Template 23 

 

 

Figure  5.8: Example of transformation of extend Interface into CPNs  

 
6. UCD include dependency 

In the include interface between two use cases, the execution of the included use 

case is mandatory as shown in Figure  5.9. 

Consistency and integrity rule: the same as in Template 23 

 

 

Figure  5.9: Example of Transformation of Include Interface into CPNs 

T Use CaseBUse Case AActor

Use Case A

T Use CaseBUse Case AActor
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7. UCD generalize dependency 

In the generalize interface, use case B can replace use case A without 

interrupting the execution (Emadi & Shams, 2009) as shown in Figure  5.10. 

This is the main difference between the generalize and extend relationships. The 

use relationship is transformed into substitution transitions for each use case that 

is decomposed into sub-use cases. Each substitution transition is modelled in the 

same way as in the use cases transformation into CPNs. 

Consistency and integrity rule: the same as in Template 23 

 

 

Figure  5.10: Example of Transformation of Generalize Interface into CPNs 

 

5.7 Activity Diagram Transformation Rules 

An AD is a directed graph consisting of actions and flows (Shinkawa, 2006). It 

focuses on the flow of activities involved in a single process and how those activities 

depend on one another. There are three kinds of nodes in activity models: 

executable/action, control, or object nodes. Other AD nodes include object swimlane, 

transition, branch, guard expression, and control node (Fork, Join, Merge, and Decision) 

(Miller, 2003). Activity diagram elements are transformed into OOCPNs according to 

the following transformation rules: 

1. AD sub-activity/ State Chart Diagram (SCD) activity ⇒ CPN subpage 

T1

T2

Selection 
Place

Use Case A

Use CaseB
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Consistency and integrity rule: the same as in Template 25 

2. UCD, SCD, and AD action ⇒ CPN transition (it takes a specific input from 

some places and produces a specific output to other places) 

Consistency and integrity rule: the same as in Template 26 

3. AD control flow ⇒ CPN places with input/output arcs 

Consistency and integrity rule: the same as in Template 27 

4. AD object flow transformation into CPNs 

• AD object flow ⇒ CPN places with input/output arcs 

• AD object node ⇒ CPN place 

Consistency and integrity rule: the same as in Template 28 

5. AD control nodes (Fork, Join, and Merge) transformation into CPNs 

• AD control node ⇒ CPN transition 

• AD control node input and output flow ⇒ CPN places 

AD control nodes (Fork, Join, and Merge) are modelled as a CPN transition. 

Each input flow and each output flow of the control node is modelled by a CPN 

place as shown in Figure  5.11 and Figure  5.12. The merge node and the decision 

node have the same notation, but in the merge node there are multiple inputs and 

one output (Maqbool, 2005). 

Consistency and integrity rule: the same as in Template 29 

            
Figure  5.11: Example of Transformation of fork Node into CPNs 
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Figure  5.12: Example of Transformation of join Node into CPNs. 

 
6. AD decision node ⇒ CPN arc inscription 

The AD decision node is represented in CPNs by an arc inscription to control the 

passing of tokens. Tokens represent the variables’ values. Each activity 

connected to the transition node is transformed into a CPN transition as shown 

in Figure  5.13. The AD branch undergoes the same transformation such that 

each decision node represents a branch. 

             
Figure  5.13: Example of Transformation of decision Node into CPNs.  

 
7. SCD and AD start/end state transformation into CPNs 

• AD start node ⇒ CPN place without any incoming arc 

• AD end node ⇒ CPN place without any outgoing arc 

Consistency and integrity rule: the same as in Template 32 

8. AD activity sequence transformation into CPNs 

• AD activity sequence ⇒  CPN page including a set of interconnected 

activities 

T1

P3

P2P1

T1

T2 T3

T4
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• AD activity ⇒ CPN transition 

• AD activity input and output ⇒ CPN places 

An example of the transformation of an AD start/end node and activity sequence 

into CPNs is shown in Figure  5.14. 

Consistency and integrity rule: the same as in Template 30 

           
Figure  5.14: Example of Transformation of Activity Sequence and Start/End Node into 

CPNs 

 
9. An example of the transformation of an AD activity iteration/loop and SD 

activity iteration/loop into CPNs is shown in Figure  5.15 and Figure  5.16, 

respectively. 

Consistency and integrity rule: the same as in Template 31 

        

Figure  5.15: Example of Transformation of Activity Diagram Iteration/Loop into CPNs 
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Figure  5.16: Example of Transformation of Sequence Diagram Iteration/Loop into 

CPNs 

5.8 Statechart Diagram Transformation Rules 

A SCD shows the possible states of the object and transitions (arrows from one state 

to another) that cause a change in states (Merseguer & Campos, 2003; Miller, 2003). A 

SCD contains states (simple or composite) and transitions (events or actions). Complex 

statecharts are those that contain composite states (Saldhana & Shatz, 2000). A state has 

several parts: name, entry action, exit action, internal transitions, sub-states, and 

deferred events. A composite state is decomposed into two or more concurrent sub-

states or into mutually exclusive disjoint sub-states (Merseguer & Campos, 2003). A 

transition has several parts: source state, event trigger for transition firing, guard 

condition, and target state. Statechart diagram elements are transformed into OOCPNs 

according to the following transformation rules: 

1. SCD state ⇒ CPN place 

//input place is for the input state and output place is for the output state. 

Consistency and integrity rule: the same as in Template 33 

2. SCD event transformation into CPNs 

• SCD event ⇒ CPN transition 

• SCD event arguments ⇒ CPN token colours 

Consistency and integrity rule: the same as in Template 34 

[True]

[False]

Message 1

Start Loop

Condition 
Test []

End Loop

Message2
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3. SCD composite state and sub-state transformation into CPNs 

Composite states and sub-states are necessary when an activity involves synchronous 

and asynchronous sub-activities. Communications between the sub-states are described 

using SD and CommD message passing. Composite states and sub-states are modelled 

in the same way as in the SD messages transformation into CPNs and CD 

communication method and dynamic binding transformation into CPNs. 

Consistency and integrity rule: the same as in Template 36 

4. SCD note ⇒ CPN auxiliary text 

SD note has the same transformation. 

 

5.9 Sequence Diagram and Communication Diagram Transformation Rules 

A SD is used to represent the life cycle of an object or the sequence of interactions 

between objects by message passing (how operations are carried out, what messages are 

sent and when) (Hu & Shatz, 2004; Khadka, 2007). Sequence diagrams are organized 

according to time. The vertical line represents the life cycle of an object and the 

horizontal line represents the interaction between objects. Objects are listed according 

to when they take part in the message sequence (Miller, 2003). An activation bar 

represents message execution duration. Iteration is represented by the asterisk on the 

self call. Square brackets represent the conditions. A message represents a 

communication between objects. Messages are classified into synchronous and 

asynchronous messages, based on whether the sender waits for the reply (Shinkawa, 

2006). Communication diagrams focus on objects and their relations with the 

communication method, and also on object roles instead of the message times. The 

communication method is represented by the message flow between objects. The object 

roles are labelled with either class or object names or both. Sequence numbers are 

attached to messages to describe a certain chain of communications. Messages at the 
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same level are sent during the same call (Miller, 2003). Sequence diagram elements are 

transformed into OOCPNs according to the following transformation rules: 

1. SD message ⇒ CPN transition 

SD messages are transformed into CPN transitions as shown in Figure  5.17. The 

order of transitions is according to the order of the messages in the SD. Tokens flow 

between places and transitions are modelled to fire the transitions (execution of 

messages). Places represent the objects used during message execution. 

Consistency and integrity rule: the same as in Template 38 

Transforming the following diagram elements into CPNs is the same as message 

transformation into CPNs: 

- CoD and DD connections 

- AD call behaviour 

- SD and CommD operation call 

- SD creation and deletion 

- CommD (messages and self call) 

            

Figure  5.17: Example of Transformation of Sequence Diagram Messages into CPNs  

 
2. SD, AD, and SCD condition ⇒ CPN place 

Consistency and integrity rule: the same as in Template 35 

3. SD action bars/lifelines ⇒ CPN places to represent the beginning and the end of 

the action bar (Shinkawa, 2006) 

Message2

Message1

Places represent 
the objects 
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Consistency and integrity rule: the same as in Template 41 

4. SD alt 

SD alt (alternative choice) is used to represent choices (nested branches). Each 

choice is transformed into CPNs as in messages transformation. Choices are selected 

for execution based on the true value of the choice guard. The branches are combined 

together using shared input and output places as shown in Figure  5.18. 

           

Figure  5.18: Example of Transformation of alt Operator into CPNs 

 
Consistency and integrity rule: the same as in Template 40 

5. opt (optional operator) 

opt can be transformed into CPNs in the same way as in alt operator, because opt is 

considered as an alternative choice with only one branch whose guard is not the 

“else” (Ribeiro & Fernandes, 2006). 

6. ref  

The ref construct is transformed into a CPN substitution transition to include/reuse 

a SD inside another SD. 

7. par (parallel) 

par is used to represent number of branches that occur in parallel. Each branch is 

transformed into CPNs as in messages transformation, then these branches are 

combined together using shared input and output places and transitions as shown in 

Figure  5.19. 

[else][]

Message 1 Message 2
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Figure  5.19: Example of Transformation of par Operator into CPNs  

 

5.10 Interaction Overview Diagram Transformation Rule 

Interaction overview diagram elements are transformed into OOCPNs according to 

the following transformation rule: the AD’s elements are transformed as described in the 

AD transformation. The activity behaviour, which can be implemented using SD is 

transformed into a CPN subnet. The subnet is modelled as described in the SD 

transformation. 

Consistency and integrity rule: the same as in Template 43 

 

5.11 Timing Diagram Transformation Rules 

Timing diagrams are used to explore the objects’ behaviours throughout a given 

period of time (Ambler's, 2009). It is used for task scheduling purposes. Figure  5.20 is 

an example of TD modelled in CPNs. Timing diagram elements are transformed into 

OOCPNs according to the following transformation rules: 

1. TD task ⇒ CPN transition 

Consistency and integrity rule: the same as in Template 44 

2. TD duration ⇒ timed CPN token (token with time stamp)  

Consistency and integrity rule: the same as in Template 45 

Parallel Start

Message 1 Message 2

Parallel End
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3. TD priority ⇒ represented by CPN ML  

For example, the following ML function calculates the highest priority between 

two tasks:  

fun higherPriority (p1, p2) =(p1>p2);  

(* p1 has higher priority than p2 if p1 is greater than p2 *) 

 

Tasks 

T1     
T2     
T3     

 
    

 0 5 8 11 
Time 

 

Figure  5.20: Example of Timing Diagram Modelled in CPNs 

 

5.12 Chapter Summary 

In this chapter, the transformations of the structural, behavioural, and interaction 

diagram UML elements into OOCPNs were provided and discussed in detail based on 

the proposed OOCPNs structure. In the next chapter, the proposed coevolution patterns 

will be defined and discussed. 

  

T1 T2
1' @ 0 1'@ 5 1'@8
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CHAPTER 6:  COEVOLUTION PATTERNS 

Generaly, developers have focused on using patterns in software modelling as design 

patterns and in the workflow software management system. In this research, a new 

pattern design for the coevolution between UML diagrams is suggested. The proposed 

pattern design includes the proposed change impact and traceability analysis templates. 

In this work, coevolution patterns are identified and categorized based on UML diagrams 

categories and relations (Structural, Behavioural, and Interaction). Several issues related 

to the checking of the correctness of rules (changes) including the checking of data 

integrity and consistency, and versions history and control are discussed. Pattern 

simulation methodologies and results are also analyzed. 

 

6.1 Pattern Foundation 

The proposed new pattern design modifies Gamma , et al (Gamma , et al., 1995) and 

Gamma , et al (Gamma, et al., 2001) includes the change impact and traceability analysis 

information. The proposed pattern design is defined as follows: 

Pattern Name: The identifier of a pattern that captures the main idea of what the 

pattern does; 

Intent: What does the design pattern do? What is its rationale and intent? What 

particular design issue or problem does it address? 

Motivation: A scenario that illustrates a design problem. The scenario help to 

understand the more abstract description of the pattern that follows. 

Problem description: Presents the problem addressed by the pattern; 

Solution/Diagram: Describes possible solutions to the problem; a graphical 

representation of the pattern using a notation based on the proposed OOCPNs 

structure and CPN modelling techniques. 
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Change impact and traceability analysis: As discussed in Section  4.2 above, this 

includes the following information: (Change Type, Change Impact, Affected 

Diagrams (Dependency), and Consistency and Integrity Rules); 

Example: One or more examples of the pattern found in real systems when needed. 

CPN places initial and final marking examples are provided. 

Related patterns: What design patterns are closely related to this one? What are the 

important differences? With which other patterns should this one be used? 

A summary of the proposed UML diagrams patterns and the change control patterns 

are provided in Figure  6.1. 

 

6.2 Proposed Coevolution Patterns 

6.2.1  Case Study Models 

Case study models are modelled for the class, object, activity, statechart, and 

sequence diagram. These models are provided and discussed in  Appendix B. All the 

patterns are applied based on these models. CPNs Tools simulation and monitoring 

toolboxes are used to validate the case study models and for monitoring and analyses. 

The case study models are divided in the following main sections: 

Class Diagram: Figure  B.3 to Figure  B.13 show the class diagrams (eight classes). 

Additionally, the class operations and attributes are shown in each class diagram. The 

class diagram elements that are modelled in CPNs are attributes, values (input, output, 

and attribute value), operations, classes, abstract classes, communication methods and 

dynamic binding, generalization/class inheritance, associations, aggregation (consists-

of), composition (is-part-of), navigability arrow, polymorphism, multiplicity, role name, 

an interface, and dependency. 
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Object Diagram: Figure  B.14 and Figure  B.15 show the object diagram models. Th 

object diagram elements that are modelled in CPNs are object (class instance), and 

object state. 

Activity Diagram: Figure  B.18 to Figure  B.29 show the activity diagrams models. 

The ctivity diagram elements that are modelled in CPNs are sub-activity, action, call 

behaviour action, control flow, object flow, object node, start node, guard expression, 

join, fork, decision nodes, branch, merge, activity sequence, activity iteration/loop, and 

end state. 

Sequence Diagram: Figure  B.30 to Figure  B.48 show the sequence diagram models. 

The sequence diagram elements that are modelled in CPNs are objects, messages, 

operation call and self call, synchronous and asynchronous messages, condition, alt 

(alternative choice), opt (optional operator), ref, par, iteration/loop, note, creation and 

deletion, action bars/lifelines. 

Statechart Diagram: The statechart diagram elements that are modelled in CPNs 

are event, state, action, start/end node, iteration/loop, and guard condition. These 

elements are modelled based on the diagrams relations. Figure  B.49 shows an example 

of a statechart diagram in CPNs. 

 

6.2.2 Proposed Coevolution Patterns 

The proposed coevolution patterns are interconnected patterns that enable 

incremental coevolution in a software system, which means decomposing the 

coevolution process into a manageable set of scenarios that can be addressed in a step-

wise manner assuming that each pattern provides a solution to a given coevolution 

scenario. The list of proposed patterns can be found in Figure  6.1.  
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Figure  6.1: UML structural, Behavioural, and Interaction Patterns 

UML Diagrams Patterns 

Structural Diagrams Patterns Behavioral Diagrams Patterns Interaction Diagrams Patterns 

Class Diagram 
Create/Delete/Modify  

1. Attributes 
2. Values (input, output, 

and attribute value) 
3. Operations 
4. Classes 
5. Generalization/class 

inheritance 
6. Associations 
7. Aggregation 

(consists-of) 
8. Composition (is-part-

of) 
9. Role name  

Object Diagram 
Create/Delete/Modify 
1. Object (Class 

instance) 
2. Object State 

Activity Diagram 
Create/Delete/Modify 

1. A sub-activity 
2. An action  
3. Object  
4. An Object node 
5. Start node 
6. A guard expression 
7. A join 
8. A fork 
9. Decision nodes 
10. A branch 
11. A merge 
12. An activity sequence 
13. An activity 

iteration/loop 

Sequence Diagram 
Create/Delete/Modify 

1. Objects 
2. Messages and 

Operation call 
(Synchronous and 
asynchronous 
messages) 

3. A condition 
4. alt (alternative 

choice) 
5. opt (optional 

operator) 
6. ref Pattern 
7. par (short for 

parallel) 
8. An iteration/Loop 
9. A note 
10. Creation and 

deletion 

Statechart Diagram 
Create/Delete/Modify 

1. Initial state 
2. States 
3. Events 
4. A guard condition 
5. Actions 
6. An activity 
7. Composite states 
and the sub-states 
8. Final state 
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Table  6.1 to Table  6.7 provide the main details of the proposed patterns for the class, 

object, activity, statechart, and sequence diagrams, respectively, grouped by the change 

type in addition to the change control patterns. The complete details of these patterns 

are provided in  Appendix B and  Appendix C. 

 

Table  6.1: Proposed Class Diagram Patterns 

Update Type Patterns Group  
Create an element Create a class 

Create an attribute 
Create an operation 
Create a class inheritance 
Create an association relationship 
Create an aggregation relationship 
Create a composition relationship 
 

Modify an element Modify class name 
Modify attribute name 
Modify attribute visibility 
Modify attribute property 
Modify attribute type 
Modify attribute value 
Modify operation property 
Modify operation type 
Modify operation visibility 
Modify operation name 
Modify generalization relationship 
Modify association destination multiplicity 
Modify association source multiplicity 
Modify role name 
 

Delete an element Delete a class 
Delete an attribute 
Delete an operation 
Delete a generalization relationship 
Delete an association relationship 
Delete an aggregation relationship 
Delete a composition relationship 
 

Search about an element Class search 
Attribute search 
Operation search  
Generalization relationship search 
Association relationship search 
Aggregation relationship search 
Composition relationship search 
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Update Type Patterns Group  
Consistency check Class redundancy check 

Class with no operation or attribute consistency 
check 
Class element redundancy check 
Class with no relation consistency check 
Attribute redundancy check  
Operation redundancy check 

 

Table  6.2: Proposed Object Diagram Patterns 

Diagram Element Pattern Supported 
Create an element Create a message data type 

Create a variable/message //these are the same 
as theclass diagram attribute and operation 
patterns 

Modify an element Modify object name 
Modify a message data type 
Modify a variable/message 

Delete an element Delete an object 
Delete a variable/message 

Search about an element Search instance name 
Search object exist 
Search instance class 

Consistency check Check object name 
Objects not created 

 

Table  6.3: Proposed Activity Diagram Patterns 

Diagram Element Pattern Supported 
Create an element Create an activity 

Create a sub-activity 
Create a control node  
Create an action 
Create an iteration 
Create a guard condition  
 

Modify an element Modify a sub-activity  
Modify a control node 
Modify an action 
Modify an iteration 
Modify a guard condition 
 

Delete an element Delete an activity 
Delete a sub-activity  
Delete a control node 
Delete an action 
Delete an iteration 
Delete a guard condition 
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Diagram Element Pattern Supported 
Search about an element Activity search 

Sub-activity search 
Action search 
Fork search 
Join search 
Decision search 
Merge search 
Object search 
Loop search 
Guard search 
Call behaviour action 
 

Consistency check Objects not in ADs 
ADs not created  
AD elements not created 
Modify AD name 

 

Table  6.4: Proposed Statechart Diagram Patterns 

Diagram Element Pattern Supported 
Create an element Create a start or end node 

Create an event 
Create a state 
Create  an action 
Create an iteration  
Create a guard condition 
 

Modify an element Modify an event 
Modify an action 
Modify an iteration  
Modify a guard condition 
 

Delete an element Delete an event 
Delete a start or end node 
Delete an action 
Delete an iteration  
Delete a guard condition 
 

Search about an element Event search 
Action search 
Guard search 
Loop search 
 

Consistency check  SCDs not created  
SCD elements not created 
Modify SCD name 
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Table  6.5: Proposed Sequence Diagram Patterns 

Diagram Element Pattern Supported 
Create / Modify / Delete an 
element 

Create an object  
Create a message 
Create/ Delete/Modify an iteration  
Create/Delete/Modify a guard condition  
Create/Delete/Modify operators  

Search about an element Object search 
Message search 
Loop search 
Guard search 
Opt search 
Ref search 
Alt search 
Par search 

Consistency check SDs not created  
SD search 
SD elements not created 
Objects not in SDs  
Modify SD name patterns 

 
Table  6.6: Proposed Change Control Coevolution Patterns 

Pattern Name Description 
Search Patterns Find a diagram element patterns. Used to 

check the existing of a diagram element 
Class Diagram Search Patterns Find a class diagram element patterns 
Object Diagram Search Patterns Find an object diagram element patterns 
Activity Diagram Search Patterns Find an activity diagram element patterns 
Sequence Diagram Search Patterns Find a sequence diagram element patterns 
Change History Patterns Changes history selection 

Store in file 
Update new version 

 

6.3 Patterns Simulation and Validation 

In this research, the benefits of the graphical representation, simplicity, and 

executable nature of a CPNs model, are exploited to check the correctness of the 

proposed patterns and to simulate them. The correctness of the proposed patterns is 

checked based on the stages shown in Figure  6.2. 
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Figure  6.2: Steps for Checking Pattern Design Correctness 

These stages are: 

• Designing the pattern diagram; 

• Running the simulation; 

• The CPN simulator represents the ongoing simulation directly on the model 

by highlighting the enabled and occurring transitions and by showing how 

the markings of the individual places change. 

•  Some of the interactive simulation steps are controlled by some test cases to 

check the correctness of the model using more than one test case. Some test 

cases are based on automatic simulation steps. 

All the designs and codes of the patterns are provided in  Appendix B,  Appendix C, 

and  Appendix D. CPNs Tools provides all the means of creating the model’s elements 

(places, transitions, arcs expressions, functions …etc). Moreover, simulation based 

performance analysis is supported via automatic simulation combined with data 

collection. The CPNs Tools toolboxes can perform a model simulation in one step or in 

a certain number of steps. Additionally, design verification is one of the important 

features in CPNs Tools. In CPNs Tools, models are verified by using different graphs. 

One of these graphs is a directed graph called the State Space Graph (SSG), which 

Pattern 
Modeling/ 

Design 

Running the 
Simulator 

CPN Simulation 
Checking the 

Design 

Design Correct 

Re-evaluate 
Design 

[correct] 

[incorrect] 
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represents the reachable states and state changes of the model. The state explosion 

problem makes the verification of a large system extremely difficult. 

 

In this research, validation and verification of the proposed patterns was done 

through following and tracing the simulation steps (one or a certain number of 

simulation steps). As shown in the patterns diagrams in  Appendix C, a set of 

notifications and error messages is provided in these models in order to check the 

reachability of the nodes (places and transitions). 

In the simulation steps of the proposed framework, the simulation starts with the 

diagram simulation (class, object, activity, statechart, and sequence). Then, the pattern 

models are simulated to check pattern correctness. In all steps, an initial token is 

provided for each of the nodes in order to trace the simulation process by transferring 

these tokens from the input to output places. Table  6.7 and Figure  6.3 summarize the 

simulation steps needed for the case study models provided in  Appendix B and the 

proposed patterns models provided in  Appendix C.  

 
Table  6.7: Summary of Simulation Steps for Case Study Models 

Diagram Element Simulation Steps Count 
Class Diagram Models 445 
Object Diagram Models 246 
Activity Diagram Models 503 
Statechart Diagram Models 96 
Sequence Diagram Models 768 
Proposed Patterns Models 1301 
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Figure  6.3: Summary of Simulation Steps for Proposed Patterns Models 

 

In CPNs Tools, all the CPNs models can be translated into Java code using the 

‘Export to Java code’ option provided in the Net tool box as shown in Figure  6.4. 

 

Figure  6.4: CPM Tools Toolbox for Exporting CPNs to Java Code  

 

6.4 Chapter Summary 

In this chapter, the proposed coevolution patterns foundation and relationships are 

identified. Additionally, the proposed patterns that are applied to trace the dependency 

between UML diagram elements and to determine the change effect on those UML 

diagrams were discussed in detail. The pattern design and simulation process was also 

described. In the next chapter, the proposed framework results will be analysed and 

discussed.  
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CHAPTER 7: ANALYSIS AND DISCUSSION 

To accommodate changes in the software process, a framework for coevolution 

patterns has been proposed for determining the change effect on the various elements of 

UML diagrams. The proposed patterns can be applied to detect the elements affected by 

a change in a software system designed using UML diagrams. The framework also 

includes a way to control the evolution of UML diagrams by identifying and managing 

the model changes, ensuring the correctness and consistency of the models, identifying 

the impact of the changes, and determining the relationships between the model 

diagrams. In this chapter, the performance of the proposed framework is analysed and 

discussed also compared with the state-of-the-art. 

 

7.1 Proposed OOCPNs Structure 

Software models are modelled from different perspectives using UML structural, 

behavioural, and interaction diagrams rather than a sequence of activities. In this 

research a new OOCPNs structure is proposed that includes change impact and 

traceability analysis for UML diagrams elements. 

CPNs Tools version 3.4 (Michael Westergaard & Verbeek, 2013) is used to model, 

simulate, and validate the transformation of UML into the proposed OOCPNs structure 

and patterns. This provides two main features: an executable model and an automatic 

consistency check. The modularity in the hierarchical structure of the proposed 

framework reduces interdependencies between the model components and also 

facilitates easy maintenance and updates without impacting the entire model. Control 

flow dependency ando other dependencies such as inheritance, aggregation, 

encapsulation, polymorphism, and dynamic binding are supported. 

The proposed new OOCPNs structure supports diagrams coevolution is based on 

mutual integration between OO diagrams and CPNs as shown in Figure  7.1. 
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Figure  7.1: Mutual Integration between UML Models and CPNs 

 

This mutual integration, which includes a consistency check during the 

transformation of UML into CPNs enhances the support for diagrams changes through 

building a consistent model at design time and then applying the changes to the 

consistent model. Table  7.1 to Table  7.3 summarize rules for transforming UML 

diagrams into CPNs. 

Table  7.1: Rules for Transforming UML Structural Diagrams into CPNs 

Template Name Transformation into CPNs 
CD Attribute Changes CD attribute  ⇒CPN place 

CD attributes type ⇒ CPN colour set 
CD values ⇒ CPN tokens 

Values: input, output, or attribute value 
CD value type ⇒ CPN colour set 

CD Operation Changes CD operation ⇒ CPN subpage 
CD Class Changes CD class ⇒ CPN subpage 

CD class instance ⇒ CPN substitution transition 
CD class name and attribute ⇒  CPN place with 
appropriate colour type. 

CD Generalization/Class 
Inheritance Changes 

CD generalization ⇒ Hierarchical Coloured Petri 
Net (HCPN) by net addition (place and/or transition 
fusion) 

CD Association Changes CD associations ⇒ CPN places connected between 
the classes’ subnets 

CD Aggregation Changes CD aggregation and composition ⇒ HCPN by net 
addition (place and/or transition fusion) CD Composition Changes 

CD Navigability Arrow 
Changes 

CD navigability arrow ⇒ CPN arc 

CD Communication Method 
and Dynamic Binding 
Changes 

CD synchronous request ⇒ CPN transition fusion 
CD asynchronous request ⇒ CPN fusion places 

CD Polymorphism Operation 
Changes 

CD polymorphism ⇒ HCPN by net addition(place 
and/or transition fusion) 

 

CPNs  
More Structuring 

Capabilities 

UML Diagrams 
Consistent Diagrams 

after Each Update 
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Template Name Transformation to CPNs 
CD Multiplicity Changes CD multiplicity ⇒ CPN tokens and substitution 

transition 
CD Role Name Changes CD role name ⇒ CPN auxiliary text 
CD Interface Changes CD interface ⇒ the same as in the CD class 

transformation except that it lacks instance 
variables and implemented methods  

CD Dependency Changes CD dependency ⇒ CPN arcs 
OD Object (Class Instance) 
Changes 

OD, SD, and CommD object (class instance)⇒ 
CPN tokens 
Number of tokens is equal to (∑Occi , i > 0. where 
Occi is the number of instances). 
OD object attribute ⇒ CPN token colour 

OD Object State Changes OD instance variable ⇒ CPN place 
OD variable type ⇒ CPN place colour 
OD message data type ⇒ CPN product data type 
supported in CPNs for all the message attributes 
OD behaviour transformation to CPNs is the same 
as in the CD operation transformation 
OD communication transformation to CPNs is the 
same as in the SD message transformation 

PD Package Changes PD packages ⇒ HCPN by net addition (place 
and/or transition fusion) 

PD Package Dependency 
Changes 

PD dependency ⇒ CPN arcs 

CoD and DD Node Changes CoD and DD Node  ⇒ subnet in HCPN, each 
subnet contains components and interfaces that 
communicate with each other by message passing 

CoD and DD Component 
Operation Changes 

CoD and DD component operation transformation 
to CPNs is the same as in the CD operation 
transformation 

CoD and DD Dependency 
Changes 

CoD & DD dependency 
𝟕𝟕
⇒ CPN arc 

CSD Part/Port Changes CSD part ⇒  the same as in the class and object 
diagrams’ elements transformation 
CSD ports ⇒ CPN places 

 

Table  7.2: Rules for Transforming UML Behavioural Diagrams into CPNs 

Template Name Transformation to CPNs 
UCD Actor Changes USD actors ⇒ CPN places 
UCD Communication 
(Association) Changes 

UCD communications between the uses cases ⇒ 
CPN arcs 

UCD Extend/ Include/ Use/ 
Generalize Relations Changes 

Diagrams are provided in  CHAPTER 5:. 
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Template Name Transformation to CPNs 
UCD Use Case Changes UCD use case ⇒ CPN transition 

UCD use case condition ⇒ CPN input place with 
transition guard. The use case could return values 
to the calling actors and these are also modelled 
using place and transition 

UCD Use Case Description 
Changes 

UCD use case description ⇒  CPN page which 
includes a set of interconnected actions 
UCD action ⇒ CPN transition 
UCD action pre and post conditions ⇒  CPN 
transition guard function and code segment 

AD Sub-Activity/SCD 
Activity Changes 

AD sub-activity/ SCD activity ⇒ CPN subpage 

AD , UCD, and SCD,  Action 
Changes  

UCD, SCD, and AD action ⇒ CPN transition (it 
takes a specific input from some places and 
produces a specific output to places) 

AD Control Flow Changes AD control flow ⇒ CPN places with input/output 
arcs 

AD Object Flow Changes AD object flow ⇒ CPN places with input/output 
arcs 
AD object node ⇒ CPN place 

AD Control Nodes (Fork, 
Join, Merge, and Decision) 
Changes 

AD control node ⇒ CPN transition 
AD control node input and output flow ⇒ CPN 
places 

AD Activity Sequence 
Changes 

AD activity sequence ⇒ CPN page including a 
set of interconnected activities 
AD activity ⇒ CPN transition 
AD activity input and output ⇒ CPN places 

AD, SD, and CommD 
Iteration /Loop Changes 

Diagrams are provided in  CHAPTER 5:. 

AD Call Behaviour Action 
Changes 

AD Call Behaviour Action ⇒ CPN transition 

AD and SCD Start/End Nodes 
Changes 

AD start node ⇒  CPN place without any 
incoming arc 
AD end node ⇒ CPN place without any outgoing 
arc 

SCD State Changes SCD state ⇒ CPN place 
SCD Event Changes SCD event ⇒ CPN transition 

SCD event arguments ⇒ CPN token colours 
SCD, AD, and SD Guard 
Condition Changes 

SD, AD, and SCD condition ⇒ CPN place 

SCD Composite State and 
Sub-State Changes 

The same as in the SD message transformation 
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Table  7.3: Rules for Transforming UML Interaction into CPNs 

Template Name Transformation to CPNs 
SD Iteration /Loop Changes  
SD Guard Condition Changes SD, AD, and SCD condition ⇒ CPN place 
SD and CommD Object 
Changes 

The same as in the OD object transformation 

SD Message Changes SD message ⇒ CPN transition 
SD Operation Call Changes The same as in CD operation transformation 
SD Creation and Deletion 
Changes 
SD Synchronous and 
Asynchronous Message 
Changes 

Diagrams are provided in  CHAPTER 5:. 

SD Operators (alt/ opt / ref / 
par) Changes 

Diagrams are provided in  CHAPTER 5:. 

SD Action Bars/Lifelines 
Change 

SD action bars/lifelines ⇒ CPN places to 
represent the beginning and the end of the action 
bar  

SD and CommD Message 
Sequence Number Change 

Diagrams are provided in  CHAPTER 5:. 

IOD Activity or Interaction 
Diagram Elements Changes 

Diagrams are provided in  CHAPTER 5:. 

TD Task Changes TD task ⇒ CPN transition 
TD Task Duration Changes TD duration ⇒ timed CPN token(token with time 

stamp)  
 

Figure  7.2 and Figure  7.3 summarize the number of transformation rules proposed 

for each diagram and for each diagrams category, respectivly. 

 

Figure  7.2: Number of Proposed Transformation Rules for Each Diagram 
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Figure  7.3: Number of Proposed Transformation Rules for Each Diagrams Category 

 

In comparison with the approaches in (Bokhari & Poehlman, 2006; Bruckmann & 

Gruhn, 2008a; Wang & Wang, 2007) and with the approaches in Table  2.3, this 

research can be considered more comprehensive due to the greater number of UML 

diagrams supported in the transformation between UML diagrams and CPNs. Table  7.4 

and Figure  7.4 present a comparison between the proposed OOCPNs structure and some 

approaches from related works in term of the number of diagrams supported in the 

transformation process. 
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Table  7.4: Comparison between the Proposed OOCPNs Structure and Selected Approaches Based on Diagrams Supported 

                       Diagrams supported 
 Approach Structural Diagrams Behavioural 

Diagrams Interaction Diagrams 

CD OD PD CSD CoD DD UCD AD SCD SD CommD IOD TD 
ArgoSPE (Gómez-Martínez & Merseguer, 
2006) 

√     √  √ √     

Calderon Prototype (Calderon, 2005) √      √    √   

Baresi (2002)  √        √  √   

Barros and Gomes (2004) Wang (2007) √             

Bokhari and Poehlman (2006)         √     

van der Aalst (2002)         √ √ √    

Guerra and de Lara (2003) √        √ √    

Abstract Node (2006) √         √    

Shin et al. (2003), Barros and Jorgensen 
(2005) 

√      √    √   

AMABULO(Bruckmann & Gruhn, 2008a; 
Brückmann & Gruhn, 2008b) 

√       √ √     

Graph Transformation (Y. Zhao, et al., 
2004)   

        √     

Emadi and Shams (2008, 2009)     √  √   √    

Maqbool (2005), Liles (2008), Bouabana-
Tebibel (2007), Garrido and Gea (2002)  

       √      

Proposed transformation in this research √ √ √ √ √ √ √ √ √ √ √ √ √ 
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Figure  7.4: Comparison between the Proposed OOCPNs Structure and Selected 
Approaches Based on Diagrams Supported 

 

7.2 Change Impact and Traceability Analysis Templates 

This research proposed 45 templates as explained in  Appendix A. Some of these 

templates are shared between multiple diagrams based on the relations between 

diagrams. Table  7.5 to Table  7.7 summarize the proposed change impact and traceability 

analysis templates. 

Table  7.5: Change Impact and Traceability Analysis Templates for UML Structural 
Diagrams 

Template Name Change Type 
CD Attribute Changes Create an attribute 
CD Operation Changes Create a new operation 
CD Class Changes Create a new class 
CD Generalization/Class Inheritance 
Changes 

Create a class inheritance 

CD Association Changes Create an association 
Modify an association name 
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Template Name Change Type 
CD Aggregation Changes Create an aggregation 
CD Composition Changes Create a composition 
CD Navigability Arrow Changes Create a navigability arrow 
CD Communication Method and 
Dynamic Binding Changes 

Create a communication method and 
dynamic binding 

CD Polymorphism Operation 
Changes 

Create a polymorphic operation 

CD Multiplicity Changes Create/Modify a multiplicity range 
CD Role Name Changes Create/Modify a role name 
CD Interface Changes Create an interface 
CD Dependency Changes Create/Modify classes dependency 

Delete a class dependency 
OD Object (Class Instance) Changes Create a new object 
OD Object State Changes Create/Modify a variable/message data 

type 
Create/Delete/Modify a message 

PD Package Changes Create /Delete a package 
PD Package Dependency Changes Create/Delete a package dependency 
CoD and DD Node Changes Create /Delete a node 
CoD and DD Component Operation 
Changes 

Create /Delete a new component operation 

CoD and DD Dependency Changes Create/Delete a dependency relation 
CSD Part/Port Changes Create/Delete a part/ port 

 

Table  7.6: Change Impact and Traceability Analysis Templates for UML Behavioural 
Diagrams 

Template Name Change Type 
UCD Actor Changes Create an actor 
UCD Communication (Association) 
Changes 

Create/Delete communications 

UCD Use Case Changes Create a use case 
UCD Extend/Include/Generalize/Use 
Relations Changes 

Create/Delete/Modify a use case relation 

UCD Use Case Description Changes Create/Delete/Modify a use case 
description 

AD Sub-Activity/SCD Activity 
Changes 

Create a sub-activity 
Delete /Modify a sub-activity 

AD , UCD, and SCD,  Action 
Changes  

Create /Delete an action 
Modify an action condition 

AD Control Flow Changes Create / Delete a control flow 
AD Object Flow Changes Create an object 
AD Control Nodes (Fork, Join, 
Merge, and Decision) Changes 

Create/Delete/Modify a control node 

AD Activity Sequence Changes Create/Delete/Modify an activity sequence 
AD, SD, and CommD Iteration /Loop 
Changes 

Create/ Delete an iteration 
Modify an iteration decision node 
Modify an iteration condition 

AD Call Behaviour Action Changes Create an AD call behaviour action 
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Template Name Change Type 
AD and SCD Start/End Node 
Changes 

 

Create/Delete a start or end node 

SCD State Changes Create a state 
SCD Event Changes Create an event 
SCD, AD, and SD Guard Condition 
Changes 

Create/Delete/Modify a guard condition 

SCD Composite State and Sub-State 
Changes 

The same as in the SD message changes 

 

Table  7.7: Change Impact and Traceability Analysis Templates for UML Interaction 
Diagrams 

Template Name Change Type 
SD Iteration /Loop Changes Create/ Delete an iteration 

Modify an iteration decision node 
Modify an iteration condition 

SD Guard Condition Changes Create/Delete/Modify a guard condition 
SD and CommD Object Changes Create an object 
SD Message Changes Create a message 
SD Operation Call Changes Create an operation call 
SD Creation and Deletion Changes Create a creation and deletion 
SD Synchronous and Asynchronous 
Message Changes 

Create a synchronous and asynchronous 
message 

SD Operators (alt/ opt / ref / par) 
Changes 

Create/Delete/Modify operators 

SD Action Bars/Lifelines Changes Create/Modify an action bar 
SD and CommD Message Sequence 
Number Changes 

Create/Delete/Modify a message 
sequence number 

IOD Activity or Interaction Diagram 
Elements Changes 

Create an activity or interaction diagram 
element 

TD Task Changes Create a task 
TD Task Duration Changes Create/Delete/Modify a task duration 

 

Figure  7.5 shows the distribution of these templates over the UML diagrams 

categories. In total, 22 templates are proposed for structural diagrams, 18 templates are 

proposed for behavioural diagrams, and 13 templates are proposed for interaction 

diagrams. Some of these templates are shared by more than one diagram based on the 

relations between the diagrams. For example, the same template is proposed for the 

activity diagram and sequence diagram iteration /loop changes. 
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Figure  7.5: Number of Proposed Templates for each Diagrams Category 

 

Figure  7.6 show the number of proposed templates for each structural diagram. 

 

Figure  7.6: Number of Proposed Templates for Each Structural Diagram 

 

Figure  7.7 show the numbersof proposed templates for each structural diagram. 

 

Figure  7.7: Number of Proposed Templates for Each Behavioural Diagram 

Structural 
Diagrams

Behavioural 
diagrams 

Interaction 
Diagrams

Series1 22 18 13

0

5

10

15

20

25

# 
of

 T
em

pl
at

es

# of Templates for  Each Category

14

2 2 3
1

CD OD PD CoD CsD

Structural Diagrams Templates

Structural Diagrams

5

9

4

UCD AD SCD

Behavioural diagrams Templates 

Behavioural diagrams Univ
ers

ity
 of

 M
ala

ya



 

121 
 

Figure  7.8 show the number of proposed templates for each structural diagram. 

 

Figure  7.8: Numbersof Proposed Templates for Each Interaction Diagram 

 

7.2.1 Evaluation Metrics 

In this research, quantification of the change impact is based on two metrics: the set 

of diagrams/ diagrams elements affected by the change and the change levels. 

 

A. Metrics for Change Level 

An algorithm has been proposed to determine the change impact and the dependency 

between the elements the UML diagrams. Corrective and evolutionary changes are 

supported. Figure  7.9 shows the hierarchy of the change levels.  

 

Figure  7.9: Hierarchy of Change Levels (Traceability Distance) 

The change level is used to determine the distance between the changed element and 

the impacted elements. The change distance is calculated according to the following rule: 
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Then (change distance is 1)  

Else (change distance is 2). //the number of affected diagrams (n) by the change is 
n ≥ 1. 

 

B. Metrics for Affected Diagrams and Elements 

This metric is related to the set of diagrams or diagram elements affected by a 

change. It is also referred to as the cost of the change. The higher the impact on the 

diagrams and elements, the more severe the change. As shown in the figures and tables 

provided in this section, the results show that the relation between the class diagram and 

other models is strong. This explains the large number of change impact templates and 

patterns proposed for the class diagram.  

The dependency between UML diagrams has also been defined formally in 

Definitions 1 to 5. The change impact on the diagrams’ elements can be defined based 

on the dependency relations; some examples of these relations are given below: 

• ∃ e(diagram element) ∈ CD: If (e is changed) Then (all diagrams are affected) 

Classes, attributes, and operations in the class diagram are used or invoked in 
all UML diagrams. 

• ∃ e ∈ OD: If (e is changed) Then (all diagrams are affected except the CD) 

Objects are used in the structural, behavioural, and interaction diagrams 

• ∃ e ∈ CoD : If (e is changed) Then (DD is affected) 

CoD and DD are dependent on each other; a change in one of them will affect 
the other. 

• ∃ e ∈ DD: If (e is changed) Then (CoD is affected) 

• ∃ e ∈ UCD: If (e is changed) Then (AD, SCD, SD, CommD, TD, and IOD are 

affected) 

The dynamic behaviour of the UCD is described using the AD, SCD, SD, and 
CommD. The flow of control in the AD is from activity to activity. The flow of 
control in the SD and CommD is from object to object. TD and IOD are affected 
indirectly by the change in the UCD because their elements are derived from the 
AD and interaction diagrams. 
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• ∃ e ∈ AD: If (e is changed) Then (UCD, SCD, SD, CommD, IOD, and TD are 

affected) 

An AD represents the internal behaviour of the CD, UCD, and SCD. The IOD 
and TD elements are derived from the AD elements, in addition to interaction 
elements added in the IOD. The AD shows how those activities depend on one 
another. 

• ∃ e ∈ SCD: If (e is changed) Then (UCD,AD, SD, CommD, TD, and IOD are 

affected) 

The dynamic behaviour of the SCD is described using the AD, SD, and CommD. 
TD and IOD are affected indirectly by the SCD changes because their elements 
are derived from the AD and interaction diagrams. 

• ∃ e ∈ SD: If (e is changed) Then (UCD, AD, SCD, CommD, and IOD are 

affected) 

• ∃ e ∈ CommD: If (e is changed) Then (UCD, AD, SCD, SD, and IOD are 

affected) 

• ∃ e ∈  PD, CSD, IOD, and TD: If (e is changed) Then (no diagrams are 

affected) 

 

Table  7.8 illustrates the change effect on the diagrams and diagrams elements based 

on the proposed templates. The table also shows the elements that are shared between 

diagrams. These shared elements represent the relationships between the templates. The 

same thing will be applied to the patterns relations. Note that in the table, the symbol ‘√’ 

means the diagram is affected and in some cases examples of the affected elements are 

provided.  Univ
ers

ity
 of
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Table  7.8: The Change Effect on Diagrams Elements Based on the Proposed Templates 

Template # / Diagram CD OD PD CSD CoD DD UCD AD SCD SD CommD IOD TD 

Template 1. CD Attribute 
Changes 

√ 
 

 √ 
Object 
States  

√   √  √ √ √   √ 
Object 
States  

 √ 
variables 

 √ 
Object 
States  

 √ 
Object 
States  

√  √  

Template 2. CD Operation 
Changes 

√ 
 

√  
Object 
States  

√   √  √ 
component 
operation 

√ 
component 
operation 

√  
Use 
 case 

√  
Activities 
and Sub 

Activities, 
Actions 

 √ 
Events 

√  
Sequence 
diagrams 

states, 
Messages  

√  
Messages  

√  √  

Template 3. CD Class Changes √ 
 

 √ 
Object 

Instance 

√   √  √ √ √   √ 
Object 

Instance 

 √  √ 
Object 

Instance 

 √ 
Object 

Instance 

√  √  

Template 4. CD 
Generalization/Class Inheritance 
Changes 

√ √  √   √  √ √ √  √   √ √  √  √  √  

Template 5. CD Association 
Changes 

√ √  √   √  √ √ √  √  
Seq. of 

Activities, 
cntrl 

node, call 
behaviour 

 √ √  
operators 

√  √  √  

Template 6. CD Navigability 
Arrow Changes 

√ √  
Object  
Flow 

√   √  √ √ √  √  
Object 

and 
Control 

Flow 

 √ √  
Object  
Flow 

√  √  √  

Template 7. CD Polymorphism 
Operation Changes 

√ √  √   √  √ √ √  √   √ √  √  √  √  

Template 8. CD Multiplicity 
Changes 

 √                         

Template 9. CD Role Name 
Changes 

√                         

Template 10. CD Interface 
Changes 

√                          
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Template # / Diagram CD OD PD CSD CoD DD UCD AD SCD SD CommD IOD TD 

Template 11. CD Dependency 
Changes 

 √    √ 
 dependency  

   √ 
dependency  

 √ 
 dependency  

              

Template 12. OD Object (Class 
instance) Changes 

  √  
Object 

Instances 

√   √  √ √ √  √  
Object 

Instances 

 √ √  
Object 

Instances 

√  
Object 

Instances 

√  √  

Template 13. OD Object States 
Changes 

   √ 
Object 
States  

           √ 
Object 
States  

   √ 
Object 
States  

 √ 
Object 
States  

    

Template 14. PD Package 
Changes 

√             

Template 15. PD Package 
Dependency Changes 

√             
 

Template 16. CoD and DD Node 
Changes 

√    √ 
Node 

√ 
Node 

       

Template 17. CoD and DD 
Component Operation Changes 

    √ 
component 
operation 

√ 
component 
operation 

       

Template 18. CoD and DD 
Dependency Changes 

    √ 
dependency 

relation 

√ 
dependency 

relation 

       

Template 19. CSD Part/Port 
Changes 

   √          

Template 20. UCD Actor 
Changes 

      √ √ √ √ √ √ √ 

Template 21. UCD 
Communication (association) 
Changes 

      √   √ 
Objects  

links 

√ 
Objects  

links 

  

Template 22. UCD Use case 
Changes 

      √ √ √ √ √ √ √ 

Template 23. UCD 
Extend/Include/Generalize/Use 
Relations Changes 

      √ √ 
Seq. of 

Activities, 
cntrl 

node, call 
behaviour  

 √ 
operators 

√ √  Univ
ers

ity
 of

 M
ala

ya



 

 
 

126 

Template # / Diagram CD OD PD CSD CoD DD UCD AD SCD SD CommD IOD TD 

Template 24. UCD Use Case 
Description Changes 

      √ √ 
sequence 

of 
Activities 

    √ 

Template 25. AD Sub-
Activity/SCD Activity Changes 

      √ √ 
Activity/ 

Sub-
Activity 

√ 
Event 

√ 
Operators 

√ √ √ 

Template 26. UCD, SCD, and 
AD Action Changes 

      √ 
Action 

√ 
Action 

√ 
Action 

√ 
Operators 

√ √  

Template 27. AD Control Flow 
Changes 

      √ √  
Object  
Flow 

 √  
Object  
Flow 

√  
Object  
Flow 

√  

Template 28. AD Object Flow 
Changes 

       √  
Object/ 
control 
Flow 

 √  
Object  
Flow 

√  
Object  
Flow 

  

Template 29. AD Control Nodes 
(Fork, Join, Merge, and 
Decision) Changes 

      √ 
relationships 

√ 
Control 
Nodes 

 √ 
operators 

√ √  

Template 30. AD Activity 
Sequence Changes 
 

      √ 
description 

√ √ √ √ √ √ 

Template 31. AD, SD, and 
CommD Iteration /Loop 
Changes 

      √ √ 
Loop/ 

branches 

√ 
Loop/ 

branches 

√ 
Loop/ 

branches 

√ 
Loop/ 

branches 

√  

Template 32. AD and SCD 
Start/End Nodes Changes 

       √ √     

Template 33. SCD State 
Changes 

      √ √ √ √ √ √  

Template 34. SCD Event 
Changes 

      √ √ √ √ √ √  

Template 35. SCD, AD, and SD 
Guard Condition Changes 

      √ 
Guard 

√ 
Guard 

√ 
Guard 

√ 
Guard 

√ 
Guard 

√ 
Guard 
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Template # / Diagram CD OD PD CSD CoD DD UCD AD SCD SD CommD IOD TD 

Template 36. SCD Composite 
State and Sub-State Changes 

        √ √ 
message 
passing 

√ 
message 
passing 

  

Template 37. SD and CommD 
Object Changes 

      √ √ √ √ √ 
 

√  

Template 38. SD Message 
Changes 

√ 
Comm 
method 
dynamic 
binding 

     √ √ √ √ 
synchronous 
asynchronous 

messages 
 

√ 
synchronous 
asynchronous 

messages 
 

√  

Template 39. SD Synchronous 
and Asynchronous Messages 
Changes 

√ 
Comm 
method 
dynamic 
binding 

   √ 
interface 

√ 
interface 

  √ 
events 

√ 
synchronous 
asynchronous 

messages 

√ 
synchronous 
asynchronous 

messages 

  

Template 40. SD Operators (alt/ 
opt / ref / par) Changes 

      √ 
Description, 
relationships 

√ 
Cntrl 
node 

branches 

 √ √ √  

Template 41. SD Action 
Bars/Lifelines Changes  

       √ 
Activity 
sequence 

 √  √ √ 

Template 42. CommD Message 
Sequence Number Changes 

          √   

Template 43. IOD Activity or 
Interaction Diagram Elements 
Changes 

           √  

Template 44. TD Task Changes             √ 

Template 45. TD Task Duration 
Changes 

            √ 
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Information about the number of diagrams affected by updating each UML diagram 

and the number of update operations supported is provided in Table  7.9, Figure  7.10, 

and Figure  7.11. Self, direct, and indirect dependencies are considered. Further 

information about the dependency between diagrams (change effect between diagrams) 

is provided in Figure  7.12.  

Table  7.9: Statistics in the Effect of Updating UML Diagram Elements 

Diagram Name No of Affected 
Diagrams 

No of Update 
Operations 

Class Diagram (CD) 13 41 
Object Diagram (OD) 12 9 
Package Diagram (PD) 1 5 
Component Diagram (CoD) and Deployment 
Diagram (DD) 

2 
 

13 

Composite Structure Diagram (CSD) 1 6 
Use Case Diagram (UCD) 7 12 
Activity Diagram (AD) 7 17 
Statechart Diagram (SCD) 7 18 
Sequence Diagram (SD) 6 23 
Communication Diagram (CommD) 6 17 
Interaction Overview Diagram (IOD) 1 3 
Timing Diagram (TD) 1 5 

  

 
Figure  7.10: Number of Update Operations Supported by Each UML Diagram 

 

Figure  7.11: Number of Diagrams Affected by Updating UML Diagram 
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Figure  7.12: Diagrams Dependency/Change Effect 

 

In comparison with the approaches mentioned in Table  2.3 such as (Gongzheng & 

Guangquan, 2010; Shinkawa, 2006), the change impact and traceability analysis rules 

are supported in the transformation between UML diagrams and CPNs and for most of 

the UML diagrams. Additionally, It is not check only the consistency between two 

versions from the same diagram as proposed by (Van Der Straeten, et al., 2003) and 

other approaches. In the state of the art approaches (Al-Khiaty & Ahmed, 2016; Lehnert 

& Riebisch, 2013; Li, et al., 2012; X. Sun, et al., 2010), some metrics (such as 

precision, recall, and F-measure) are used in determining the average time needed to 

detect the inconsistencies between diagrams and the effectiveness of the change impact. 

These metrics are used for code-based change impact analysis techniques. 

 

7.3 Coevolution Patterns 

In this research, coevolution patterns are proposed as a way to determine and classify 

the types of changes in UML diagrams and their impact on other diagrams. The 

consistency between diagrams is checked according to the consistency and integrity 
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rules provided in each pattern. Vertical, horizontal, and evolutionary consistency types 

are checked. The proposed patterns trace the dependency and determine the effect of a 

change in the UML diagrams elements incrementally; the patterns are used to check the 

consistency, impact, and traceability after creating, deleting, or modifying any diagram 

element by applying the same idea of syntax checking incrementally to CPNs. A 

comparison of two versions derived from the same diagram is supported. The proposed 

patterns were discussed in detail in  CHAPTER 6: The main elements in the proposed 

patterns are: 

Pattern Name: short description of the problem, its solution, and 

consequences; 

Problem: when to apply the pattern (problem, and context); 

Solution: generalized solution to the problem; and 

Related Patterns: show the dependency between diagrams elements. 

 
In this research, the challenge was to propose a set of empirically gathered patterns in 

OOCPNs in pattern format. The main goal was to find a way to utilize OOCPNs 

patterns as a source of sound solutions for problems that may appear during modelling. 

In order to help developers in selecting a suitable pattern, this research classifies the 

patterns and analyses the relationships between the patterns to enable easy navigation 

through the patterns. 

This research proposes 84 patterns to support changes in the diagrams elements as 

shown in Figure  7.13 and Figure  7.14. The new proposed pattern design modifies 

Gamma , et al (Gamma , et al., 1995) and Gamma , et al (Gamma, et al., 2001) to 

include the change impact and traceability analysis information. 
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Figure  7.13: Diagrams Patterns 

 

Figure  7.14: Number of Proposed Patterns 

Table  7.10 summarizes the change effect on the diagrams and diagrams elements 

based on the proposed templates and patterns. Additionally, this table provides the 

relationships and intersections between the proposed templates and patterns. Where 

there is an intersection, this means that the pattern or template is shared between 

diagrams and it can be applied to the intersecting diagrams elements. Note that in the 

table, the symbol ‘√’ means the diagram is affected and in some cases examples of the 

affected elements are provided. 
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Table  7.10: The Patterns, Templates, and Diagrams affected Relationships 

Patterns Provided Template Affected Diagrams and Elements 

CD OD AD SD SCD 

Pattern 1. Attribute Redundancy Check Pattern 
Pattern 4. Class with No Operation or Attribute 
Consistency Check Pattern 
Pattern 5. Class Element Redundancy Check Pattern 
Pattern 8. CD Attribute Search Pattern 
Pattern 50. CD Create New Attribute Patterns 
Pattern 57. CD Delete Attribute Patterns 
Pattern 64. CD Modify Attribute Name Patterns 
Pattern 65. CD Modify Attribute Visibility Patterns 
Pattern 66. CD Modify Attribute Property Patterns 
Pattern 67. CD Modify Attribute Type Patterns 
Pattern 68. CD Modify Attribute Value Patterns 

Template 1. CD Attribute Changes 
Template 13. OD Object States Changes 

√ 
Attributes 

√ 
Object 
States  

√ 
Object 
States  

√ 
Object States  

√ 
Variables 

Pattern 2. Operation Redundancy Check Pattern 
Pattern 4. Class with No Operation or Attribute 
Consistency Check Pattern 
Pattern 5. Class Element Redundancy Check Pattern 
Pattern 9. CD Operation Search Pattern 
Pattern 19. ADs Not Created Pattern 
Pattern 20. Activity Search Pattern 
Pattern 22. AD Elements Not Created Pattern 
Pattern 23. AD Action Search Pattern 
Pattern 33. SDs Not Created Pattern 
Pattern 34. SD Search Pattern 
Pattern 49. CD Create New Operation Patterns 
Pattern 59. CD Delete Operation Patterns 
Pattern 70. CD Modify Operation Property Patterns 
Pattern 71. CD Modify Operation Type Patterns 
Pattern 72. CD Modify Operation Visibility Patterns 
Pattern 73. Modify SD Name Patterns 
 

Template 2. CD Operation Changes 
Template 13. OD Object States Changes 

√ 
Operations 

√ 
Object 
States  

√ 
Activities 
and Sub 

Activities, 
Actions 

√ 
Sequence 
diagrams 

states, 
Messages  

√ 
Events 

Univ
ers

ity
 of

 M
ala

ya



 

 
 

133 

Patterns Provided Template Affected Diagrams and Elements 

CD OD AD SD SCD 

Pattern 74. Modify Operation Name Patterns 
Pattern 78. ADs Modify AD Name Pattern 
Pattern 79. SCDs Not Created Pattern 
Pattern 80. SCD Event Search Pattern 
Pattern 81. SCD Elements Not Created Pattern 
Pattern 82. SCD Action Search Pattern 

Previous page 

Pattern 3. Class Redundancy Check Pattern 
Pattern 7. Check Object Name Pattern 
Pattern 10. CD Class Search Pattern 
Pattern 21. Objects Not in ADs Pattern 
Pattern 31. AD Object Search Pattern 
Pattern 35. Objects Not in SDs Pattern  
Pattern 44. SD Object Search Pattern 
Pattern 55. CD Delete Class Patterns 
Pattern 60. CD Modify Class Name Patterns 
Pattern 76. OD Delete Object Pattern 
Pattern 77. OD Modify Object Name Pattern  

Template 3. CD Class Changes √ 
Classes 

√ 
Objects  
instances 

√ 
Objects  

Instances,  
 

√ 
Objects  
instances 

√  

Pattern 6. Class with No Relation Consistency 
Check Pattern 
Pattern 14. CD Generalization Search Pattern 
Pattern 52. CD Create Generalize Patterns 
Pattern 58. CD Delete Generalize Patterns 
Pattern 69. CD Modify Generalize Patterns 

Template 4. CD Generalization/Class 
Inheritance Changes 

√ 
Classes 

Relation/ 
inheritance 
Relations 

√  √  √  √  

Pattern 6. Class with No Relation Consistency 
Check Pattern 
Pattern 11. CD Association Search Pattern 
Pattern 12. CD Composition Search Pattern 
Pattern 13. CD Aggregation Search Pattern 
Pattern 14. CD Generalization Search Pattern 
 
 
 

Template 5. CD Association Changes √ 
Associations 
Aggregation 
Composition 

√  √  
Seq. of 

Activities, 
cntrl node, 

call 
behaviour 

√  
operators 

√  
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Patterns Provided Template Affected Diagrams and Elements 

CD OD AD SD SCD 

Pattern 51. CD Create Association or Composition 
or Aggregation Patterns 
Pattern 53. CD Delete Aggregation Patterns 
Pattern 56. CD Delete Composition Patterns 
 

Previous page 

Pattern 54. CD Delete Association Patterns Template 6. CD Navigability Arrow 
Changes 
Template 27. AD Control Flow Changes 
Template 28. AD Object Flow Changes 

√ 
Associations 

√  
Object 
Flow 

√  
Object and 

Control 
Flow 

√  
Object 
 Flow 

√  
 

 
Pattern 61. CD Modify Association Destination 
Multiplicity Patterns 
Pattern 62. CD Modify Association Source 
Multiplicity Patterns 

Template 8. CD Multiplicity Changes  √        

Pattern 63. CD Modify Role Name Patterns Template 9. CD Role Name Changes √        

Pattern 7. Check Object Name Pattern 
Pattern 15. Objects Not Created Pattern 
Pattern 16. Search Instance Name Pattern 
Pattern 17. Search Object Exists Pattern 
Pattern 18. Search Instance Class Pattern 
Pattern 21. Objects Not in ADs Pattern 
Pattern 35. Objects Not in SDs Pattern  
Pattern 44. SD Object Search Pattern 
Pattern 75. OD Create Object Pattern 

Template 12. OD Object (Class instance) 
Changes 
Template 37. SD and CommD Object 
Changes 

  √  
Object 

Instances 

√  
Object 

Instances 

√  
Object 

Instances 

√  
 

Pattern 32. AD Sub-Activity Search Pattern Template 25. AD Sub-Activity/SCD 
Activity Changes 

  √  
Activity/ 

Sub-
Activity 

 
 
 
 

√ 
SD Ref 

Operator 

√  
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Patterns Provided Template Affected Diagrams and Elements 

CD OD AD SD SCD 

Pattern 23. AD Action Search Pattern 
Pattern 28. AD Call Behavioural Action Search 
Pattern 
Pattern 82. SCD Action Search Pattern 

Template 26. UCD, SCD, and AD Action 
Changes 

  √  
Action 

 

√ 
Operators 

√  
Action 

 

Pattern 27. AD Loop Search Pattern 
Pattern 39. SD Loop Search Pattern 
Pattern 84. SCD Loop Search Pattern 

Template 31. AD, SD, and CommD 
Iteration /Loop Changes 

  √ 
Loop/ 

branches 

√ 
 

Loop 

√ 
 

Loop 
Pattern 24. AD Fork Search Pattern 
Pattern 26. AD Join Search Pattern 
Pattern 29. AD Merge Search Pattern 
Pattern 30. AD Decision Search Pattern 

Template 29. AD Control Nodes (Fork, 
Join, Merge, and Decision) Changes 

  √ 
Control 
nodes 

√  
operators 

√  
 

Pattern 25. AD Guard Search Pattern 
Pattern 41. SD Guard Search Pattern 
Pattern 83. SCD Guard Search Pattern 

Template 35. SCD, AD, and SD Guard 
Condition Changes 
 

  √ 
Guard 

condition 

√ 
Guard 

condition 

√ 
Guard 

condition 
Pattern 40. SD Massage Search Pattern Template 38. SD Message Changes 

Template 39. SD Synchronous and 
Asynchronous Messages Changes 

√ 
Comm 
method 
dynamic 
binding 

  √ 
synchronous 
asynchronous 

messages 
 

√  
 

Pattern 37. SD Alt Search Pattern 
Pattern 38. SD Par Search Pattern 
Pattern 42. SD Opt Search Pattern 
Pattern 43. SD Ref Search Pattern 

Template 40. SD Operators (alt/ opt / ref / 
par) Changes 

  √ 
Cntrl node 
branches 

√ 
Operators 

√  
 

Pattern 45. Changes History Selection Patterns 
Pattern 46. Store in File Pattern 
Pattern 47. Update New Version Pattern 

 Change Versions and History  

Pattern 36. SD Elements Not Created Pattern  Search about sequence diagram or activity diagram 
elements not created 
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The proposed pattern design supports the automatic checking of consistency during 

the diagrams design process not just the checking of the consistency of the diagrams 

when they are updated. This can be considered a major advantage over the state-of-the-

art approaches presented in Table  2.3. It also helps in solving the inconsistency 

detection problem. The search patterns proposed in this research can be used to detect 

inconsistencies before applying any diagrams changes. For example, the pattern design 

includes the following rule: Each message in a sequence diagram needs to have a 

corresponding operation that needs to be owned by the message receiver's class’. As 

shown in Figure  7.15, when there is any contradiction with this rule the change is 

rejected. The same things are applied for all the consistency rules proposed in this 

research. 

 

Figure  7.15: Example of Consistency between Diagrams  

 

As illustrated above in (Table  7.9, Figure  7.10, and Figure  7.11), the metrics for 

quantifying the change impact/cost of the change in each coevolution pattern are based 

on the set of diagrams/diagrams elements affected by the change. The higher numbers 

explain the degree of coevolution between the diagrams also explain the high number of 

patterns proposed for the class diagram. The proposed coevolution patterns models were 

simulated in CPNs Tools as discussed in detail in Section  6.3. Additionally, these 

models can be exported to Java code. 
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7.3.1 Validation and Performance Analysis 

The proposed framework validation and performance analysis is based on the CPNs 

Tools simulation and monitoring tool-boxes options, the results of which are shown in 

the following tables and figures. The monitoring and simulation tool-boxes allow 

checking at runtime that the system is behaving correctly. 

 

A. Framework Validation 

The simulation capabilities of CPNs Tools are used to execute the OOCPNs model 

over a set of test cases. The appropriate inputs for each test case were provided by 

placing tokens on the CPN places. The CPN model was then executed using the 

simulator toolbox to determine if the correct output was generated and if the correct 

logical paths were chosen. It should be noted that due to the state explosion problem it 

is very difficult to generate state space reports for the proposed framework. Therefore, 

in this research, the reachability of the places and transitions were detected through the 

use of marking size monitoring for all patterns as shown in Figure  7.17 to Figure  7.20. 

 

B. Data Collector Monitoring: 

Table  7.11 and Figure  7.16 illustrate the proposed framework model elements 

statistics. These statistics were derived from the CPNs Tools monitoring toolbox. These 

data also represent the model size or the scalability of the model. 

 

Table  7.11: The Model Elements in the Proposed Framework Model  

Diagram Element Statistics (Number of Elements) 
Places 2126 
Place Instances 2274 
Transitions 942 
Transitions Instances 1418 
Arcs 3638 
Arcs Instances 4450 
Pages 191 
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Diagram Element Statistics (Number of Elements) 
Pages Instances 267 
Declaration (full CPN Tools declarations are 
provided in  Appendix D) 

262 

Types  132 
Variables 141 

 

 

Figure  7.16: The Proposed Framework Model Elements-Model Size 

 
C. Marking Size Monitoring: 

Table  7.12 , Figure  7.17, and Figure  7.18 summarize the marking size monitoring 

data and data analysis results. The average metrics are calculated by Sum/Count. 

Name  Count  Sum  Average 
Class Diagrams 445 8 0.017937 
Object Diagrams 246 19 0.076923 
Activity Diagrams 503 11 0.021825 
Sequence Diagrams 768 8 0.010296 
Statechart Diagram 97 2 0.020619 
Patterns 1301 1217 0.935434 
Change History 1297 1206 0.929838 

Table  7.12: Analysis of Marking Size Monitoring Data 
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Figure  7.17: Analysis of Marking Size Monitoring Average  

 

 
Figure  7.18: Analysis of Marking Size Monitoring  

 

Detailed marking size monitoring analyses for each pattern are provided in 

Figure  7.19 and Figure  7.20. 
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Figure  7.19: Analysis of Patterns Marking Size Sum  

 

Figure  7.20: Analysis of Patterns Marking Size Average  
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7.3.2 Discussion 

In related works (Kim, et al., 2007; NA Mulyar, 2009; Nataliya Mulyar & van der 

Aalst, 2005; N. C. Russell, 2007; Weber, et al., 2007; Wörzberger, et al., 2008) the 

patterns that are provided are specified only for modelling the business process and 

workflow software management system. On the other hand, the patterns approaches in 

(Gamma , et al., 1995; Gamma, et al., 2001) are used as design patterns. In contrast, the 

patterns in the framework proposed in this research can be used to deal with software 

changes in any OO diagrams design.  

According to (Côté & Heisel, 2009), patterns exist not only as design patterns, but 

for every phase of software development, including requirements analysis, architectural 

design, implementation , and testing. The patterns in the proposed framework can also 

be applied to these phases in addition to the software maintenance phase. The proposed 

framework produces a precise set of dynamic impacts for UML diagrams by eliminating 

the changes through incremental consistency checks during the design stage and by 

identifying the change impact in the software maintenance/evolution stage. 

in comparision with the state of the art approaches: 

• Effectiveness and Soundness:  

 The proposed patterns help developers to build their models efficiently, while 

avoiding reinvention of already existing solutions of problems.  

 The proposed patterns express sound solutions for problems frequently 

recurring in a certain domain in a pattern format. Knowing a problem at hand, 

a developer can look up a solution for the problem in the pattern catalog, 

while spending less effort on the development and also ensuring the 

soundness of a solution. 
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 This research classifies the patterns and analyses the relationships between 

the patterns to enable easy navigation through the patterns and this makes the 

evolution tasks easier.  

 The modularity in the hierarchical structure of the proposed framework 

reduces interdependencies between the model components, and facilitates 

easy maintenance and updates without impacting the entire model. 

 The change impact and traceability analysis rules are supported in the 

transformation of UML diagrams, this will improve the overall efficiency in 

software change management. 

 Not a comparison between two versions only.  

• Maintainability:  

 Enhances the diagrams’ change support through building a consistent 

OOCPNs model at the design time, and then applying the changes on the 

OOCPNs models. not just the checking of the consistency of the diagrams 

when they are updated.  

 This will provide incremental and automatic coevolution and consistency 

check.  

 Executable OOCPNs model - Incremental and Automatic correctness check 

using CPNs simulation and monitoring tools. 

• Integrity: 

 Integrate the new changes with the current diagrams. 

• Completeness and Functionality: 

 Cover all UML 2.3 diagrams in the proposed OOCPNs structure and in the 

proposed change impact and traceability analysis Templates. 

Univ
ers

ity
 of

 M
ala

ya



 

143 
 

7.4 Accomplishment of Research Objectives 

The primary goal of this research was accomplished through the proposal of a new 

coevolution framework to enhance the representation capabilities of OO and CPNs 

modelling languages to support model changes. The proposed framework manages the 

coevolution between UML diagrams after each update operation, where UML diagrams 

are modelled from different perspectives using UML structural, behavioural, and 

interaction diagrams. The main objectives of this research were achieved and the 

research questions were answered as follows: 

a. A new structure for the integration of UML and CPNs (Object Oriented 

Coloured Petri Nets (OOCPNs)) was proposed and evaluated. In this structure, 

transformation rules are applied between UML diagrams’ elements and 

OOCPNs. The proposed structure also includes consistency and integrity rules 

that are applied when updating diagrams and diagram elements. This answers 

RQ1. 

b. A set of change impact and traceability analysis templates for all types of 

change in most of the UML 2.3 diagrams was proposed and evaluated. The 

templates include, rules to maintain consistency and integrity. This answers 

part of RQ2. 

c. A set of coevolution patterns to model and simulate the proposed diagrams 

changes was proposed and evaluated. The patterns include the change impact 

and traceability analysis templates for updating UML diagrams. This 

completely answers RQ2. 

d. The development of the proposed coevolution framework answers RQ3. 

To answer RQ4, the performance of the proposed coevolution framework was 

quantified through simulation statistics and a framework analysis which were provided 

in Sections  6.3 and  7.1 to  7.3. 
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7.5 Limitations of Research 

The main limitations of this research are as follows: 

1. The proposed framework is restricted on term of the range of UML diagrams 

supported in the patterns design (specifically class, object, activity, statechart, 

and sequence diagrams). Hence a more comprehensive framework is required 

to cover all diagrams. 

2. This research does not cover all the possible inconsistency checking rules for 

all diagrams. This is because the research focuses on the most important 

diagrams elements and rules. 

3. Although the proposed OOCPNs patterns describe the UML diagrams 

consistency problems and the solutions can be applied when modelling a wide 

range of systems, the applicability of these patterns is limited to the CPNs 

community because the implementation of the patterns is CPNs language 

dependent. 

 

7.6 Chapter Summary 

This chapter discussed the research findings in detail. This chapter presented the 

simulation methodology and some scenarios. Moreover, the framework results were 

analysed and discussed, including the proposed integration between UML and CPNs 

(i.e. the new OOCPNs structure including the transformation rules and the consistency 

rules), the proposed change impact template, and the proposed coevolution patterns. 

The next chapter will summarize the thesis outcomes and findings and will also 

highlight the research contributions and limitations. Finally, some conclusions are 

drawn and recommendations are made on some potential future research areas are 

highlighted.  
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CHAPTER 8:  CONCLUSION AND FUTURE WORK 

8.1 Thesis Summary 

As software evolves, analysis and design models need be modified, accordingly. To 

cope with changes in the software process, in this research, a novel approach for a 

coevolution framework was proposed to manipulate the change effect in the UML 

diagrams’ elements. In this framework, UML diagrams are modelled from different 

perspectives using UML structural, behavioural, and interaction diagrams. The 

proposed framework can be applied to detect the diagram elements affected by a change 

in a system design modelled using UML diagrams by utilising the proposed coevolution 

patterns. This framework can be used to control the evolution of UML diagrams by 

identifying and managing the model changes, ensuring the correctness and consistency 

of the models, identifying the impact of changes based on the relationships between 

diagrams, and analyzing the performance. 

In addition, a set of model-based change impact and traceability analysis templates 

was proposed to determine and classify the types of changes in UML diagrams and their 

impact on other diagrams. The consistency between diagrams is checked according to 

the consistency and integrity rules provided in each template. This includes the vertical, 

horizontal, and evolutionary consistency types. Changes are modelled using coevolution 

patterns. CPNs Tools toolboxes are used to model and simulate the proposed 

framework.  

This research also proposed a new structure for the mutual integration between UML 

diagrams and CPNs to support model changes. This structure combines the advantages 

of the formal and semi-formal modelling languages. The UML diagrams as a semi-

formal modelling language are used to provide powerful structuring capabilities in the 

model design. The CPNs as a formal and executable modelling language describe the 

behaviour of the UML model formally. In addition, transformation rules are proposed to 
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transform the UML diagrams into OOCPNs model. Moreover, rules to maintain the 

consistency and integrity of the OOCPNs model are proposed to support the model 

changes. The consistency and integrity rules are based on the UML diagrams relations 

and the proposed OOCPNs structure. 

In this research, UML diagrams offered in UML 2.3 are supported in the 

transformation between UML diagrams into CPNs and in the proposed change impact 

and traceability analysis templates. The proposed coevolution patterns support the UML 

class, object, activity, statechart, and sequence diagrams because the coevolution 

between these diagrams is very high (the class diagram and object diagram represent the 

structured diagrams perspectives. The statechart diagram, activity diagram, and 

sequence diagram represents the behavioural and interaction diagrams perspectives). 

The proposed patterns support the checking of the consistency between UML diagrams 

during the design process not just checking of the consistency when the diagrams are 

updated. The coevolution is incremental; this means that if the Addition for a new 

diagram element is related to other diagrams elements it must exist, as shown in 

Figure  7.15 which provides an example of the incrementally consistency check. 

Incremental checking includes consistency and integrity rules. 

 

8.2 Research Contributions and Significance 

The new framework proposed in this thesis will be of assistance to software engineers 

because it is a systematic and methodical approach for change analysis and management. 

This research started by addressing the transformation between UML diagrams and 

CPNs as well as consistency checking rules. Then, a set of change impact and 

traceability analysis templates for all types of change in UML diagrams was proposed, 

including rules to maintain consistency and integrity. Finally, a set of coevolution 

patterns was proposed to model and simulate the proposed framework, including the 
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change impact and traceability analysis templates for updating OO diagrams. The 

proposed patterns were used to validate and verify the software model based on checking 

the correctness and complexity after updating the model using these patterns. 

The proposed framework can be implemented for actual deployments in any system 

modelled using UML diagrams, such as those in large universities, industrial factories, 

large or small companies, to provide software model analysis and design. The proposed 

framework has the following benefits: 

1. It enables comprehensive modelling for changes in UML diagrams; 

2. It provides coevolution patterns and templates in OOCPNs for UML diagram 

changes. i.e. it improves pattern support in software analysis and design; 

3. It provides a new structure for the integration between UML and CPNs to 

support model changes; and 

4. It increases the structuring capabilities of CPNs. 

 

8.3 Key Features and Outcomes 

The main features and outcomes of this research are as follows: 

Short-term outcomes: 

 A coevolution framework to support UML diagram changes using OOCPNs 

patterns; 

 A consistent integration of UML and CPNs based on the new proposed OOCPNs 

structure for the integration of UML and CPNs and the transformation rules 

applied between UML diagram elements and CPNs; 

 A set of change impact and traceability analysis templates for all types of change 

in UML diagrams, including rules to maintain consistency and integrity; 
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 A set of coevolution patterns to model and simulate the proposed framework 

including the change impact and traceability analysis templates for updating 

UML diagrams; and 

 Validation and verification of the software model based on checking the 

correctness and complexity after updating the model using coevolution patterns. 

Long-term outcomes: 

 Increased representation capability for UML modelling to support flexibility and 

adaptability in UML diagrams changes; 

 An effective coevolution framework for dynamic changes in software models 

based on the integration of UML and CPNs modelling languages. 

 

8.4 Recommendations for Future Research 

The work done in this thesis could be extended in several directions: 

 The proposed framework covers some of the UML diagrams in patterns design 

(namely class, object, activity, statechart, and sequence diagram). A more 

comprehensive framework could be attempted in a future research study.  

 The provision of a software tool to automatically upload and transform UML 

diagrams to CPNs could also be developed. 

 The limitations of this research mentioned in Section  7.5 could be addressed. 

 Extending the research by cosidering the semantic meanings of the model. 

 Considering the coevolution between models and the source code. 

 Applying the proposed framework on realistec case studies. 
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